React JS Tutorial

ReactJS tutorial provides basic and advanced concepts of ReactJS. Currently, ReactJS is one of the most popular JavaScript front-end libraries which has a strong foundation and a large community.

ReactJS is a **declarative**, **efficient**, and flexible **JavaScript library** for building reusable UI components. It is an open-source, component-based front end library which is responsible only for the view layer of the application. It was initially developed and maintained by Facebook and later used in its products like WhatsApp & Instagram.

Our ReactJS tutorial includes all the topics which help to learn ReactJS. These are ReactJS Introduction, ReactJS Features, ReactJS Installation, Pros and Cons of ReactJS, ReactJS JSX, ReactJS Components, ReactJS State, ReactJS Props, ReactJS Forms, ReactJS Events, ReactJS Animation and many more.

## **Why we use ReactJS?**

The main objective of ReactJS is to develop User Interfaces (UI) that improves the speed of the apps. It uses virtual DOM (JavaScript object), which improves the performance of the app. The JavaScript virtual DOM is faster than the regular DOM. We can use ReactJS on the client and server-side as well as with other frameworks. It uses component and data patterns that improve readability and helps to maintain larger apps.

# React Introduction

ReactJS is a declarative, efficient, and flexible JavaScript library for building reusable UI components. It is an open-source, component-based front end library responsible only for the view layer of the application. It was created by **Jordan Walke,** who was a software engineer at **Facebook.** It was initially developed and maintained by Facebook and was later used in its products like **WhatsApp** & **Instagram.** Facebook developed ReactJS in **2011** in its newsfeed section, but it was released to the public in the month of **May 2013.**

Today, most of the websites are built using MVC (model view controller) architecture. In MVC architecture, React is the 'V' which stands for view, whereas the architecture is provided by the Redux or Flux.

A ReactJS application is made up of multiple components, each component responsible for outputting a small, reusable piece of HTML code. The components are the heart of all React applications. These Components can be nested with other components to allow complex applications to be built of simple building blocks. ReactJS uses virtual DOM based mechanism to fill data in HTML DOM. The virtual DOM works fast as it only changes individual DOM elements instead of reloading complete DOM every time.

To create React app, we write React components that correspond to various elements. We organize these components inside higher level components which define the application structure. For example, we take a form that consists of many elements like input fields, labels, or buttons. We can write each element of the form as React components, and then we combine it into a higher-level component, i.e., the form component itself. The form components would specify the structure of the form along with elements inside of it.

## **Why learn ReactJS?**

Today, many JavaScript frameworks are available in the market (like angular, node), but still, React came into the market and gained popularity amongst them. The previous frameworks follow the traditional data flow structure, which uses the DOM (Document Object Model). DOM is an object which is created by the browser each time a web page is loaded. It dynamically adds or removes the data at the back end and when any modifications were done, then each time a new DOM is created for the same page. This repeated creation of DOM makes unnecessary memory wastage and reduces the performance of the application.

Therefore, a new technology ReactJS framework invented which remove this drawback. ReactJS allows you to divide your entire application into various components. ReactJS still used the same traditional data flow, but it is not directly operating on the browser's Document Object Model (DOM) immediately; instead, it operates on a virtual DOM. It means rather than manipulating the document in a browser after changes to our data, it resolves changes on a DOM built and run entirely in memory. After the virtual DOM has been updated, React determines what changes made to the actual browser's DOM. The React Virtual DOM exists entirely in memory and is a representation of the web browser's DOM. Due to this, when we write a React component, we did not write directly to the DOM; instead, we are writing virtual components that react will turn into the DOM.

React Version

A complete release history for React is given below. You can also see the full documentation for recent releases on GitHub.

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Version** | **Release Date** | **Significant Changes** |
| 1. | 0.3.0 | 29/05/2013 | Initial Public Release |
| 2. | 0.4.0 | 20/07/2013 | Support for comment nodes <div>{/\* \*/}</div>, Improved server-side rendering APIs, Removed React.autoBind, Support for the key prop, Improvements to forms, Fixed bugs. |
| 3. | 0.5.0 | 20/10/2013 | Improve Memory usage, Support for Selection and Composition events, Support for getInitialState and getDefaultProps in mixins, Added React.version and React.isValidClass, Improved compatibility for Windows. |
| 4. | 0.8.0 | 20/12/2013 | Added support for rows & cols, defer & async, loop for <audio> & <video>, autoCorrect attributes. Added onContextMenu events, Upgraded jstransform and esprima-fb tools, Upgraded browserify. |
| 5. | 0.9.0 | 20/02/2014 | Added support for crossOrigin, download and hrefLang, mediaGroup and muted, sandbox, seamless, and srcDoc, scope attributes, Added any, arrayOf, component, oneOfType, renderable, shape to React.PropTypes, Added support for onMouseOver and onMouseOut event, Added support for onLoad and onError on <img> elements. |
| 6. | 0.10.0 | 21-03-2014 | Added support for srcSet and textAnchor attributes, add update function for immutable data, Ensure all void elements don't insert a closing tag. |
| 7. | 0.11.0 | 17/07/2014 | Improved SVG support, Normalized e.view event, Update $apply command, Added support for namespaces, Added new transformWithDetails API, includes pre-built packages under dist/, MyComponent() now returns a descriptor, not an instance. |
| 8. | 0.12.0 | 21/11/2014 | Added new features Spread operator ({...}) introduced to deprecate this.transferPropsTo, Added support for acceptCharset, classID, manifest HTML attributes, React.addons.batchedUpdates added to API, @jsx React.DOM no longer required, Fixed issues with CSS Transitions. |
| 9. | 0.13.0 | 10/03/2015 | Deprecated patterns that warned in 0.12 no longer work, ref resolution order has changed, Removed properties this.\_pendingState and this.\_rootNodeID, Support ES6 classes, Added API React.findDOMNode(component), Support for iterators and immutable-js sequences, Added new features React.addons.createFragment, deprecated React.addons.classSet. |
| 10. | 0.14.1 | 29/10/2015 | Added support for srcLang, default, kind attributes, and color attribute, Ensured legacy .props access on DOM nodes, Fixed scryRenderedDOMComponentsWithClass, Added react-dom.js. |
| 11. | 15.0.0 | 07/04/2016 | Initial render now uses document.createElement instead of generating HTML, No more extra <span>s, Improved SVG support, ReactPerf.getLastMeasurements() is opaque, New deprecations introduced with a warning, Fixed multiple small memory leaks, React DOM now supports the cite and profile HTML attributes and cssFloat, gridRow and gridColumn CSS properties. |
| 12. | 15.1.0 | 20/05/2016 | Fix a batching bug, Ensure use of the latest object-assign, Fix regression, Remove use of merge utility, Renamed some modules. |
| 13. | 15.2.0 | 01/07/2016 | Include component stack information, Stop validating props at mount time, Add React.PropTypes.symbol, Add onLoad handling to <link> and onError handling to <source> element, Add isRunning() API, Fix performance regression. |
| 14. | 15.3.0 | 30/07/2016 | Add React.PureComponent, Fix issue with nested server rendering, Add xmlns, xmlnsXlink to support SVG attributes and referrerPolicy to HTML attributes, updates React Perf Add-on, Fixed issue with ref. |
| 15. | 15.3.1 | 19/08/2016 | Improve performance of development builds, Cleanup internal hooks, Upgrade fbjs, Improve startup time of React, Fix memory leak in server rendering, fix React Test Renderer, Change trackedTouchCount invariant into a console.error. |
| 16. | 15.4.0 | 16/11/2016 | React package and browser build no longer includes React DOM, Improved development performance, Fixed occasional test failures, update batchedUpdates API, React Perf, and ReactTestRenderer.create(). |
| 17. | 15.4.1 | 23/11/2016 | Restructure variable assignment, Fixed event handling, Fixed compatibility of browser build with AMD environments. |
| 18. | 15.4.2 | 06/01/2017 | Fixed build issues, Added missing package dependencies, Improved error messages. |
| 19. | 15.5.0 | 07/04/2017 | Added react-dom/test-utils, Removed peerDependencies, Fixed issue with Closure Compiler, Added a deprecation warning for React.createClass and React.PropTypes, Fixed Chrome bug. |
| 20. | 15.5.4 | 11/04/2017 | Fix compatibility with Enzyme by exposing batchedUpdates on shallow renderer, Update version of prop-types, Fix react-addons-create-fragment package to include loose-envify transform. |
| 21. | 15.6.0 | 13/06/2017 | Add support for CSS variables in style attribute and Grid style properties, Fix AMD support for addons depending on react, Remove unnecessary dependency, Add a deprecation warning for React.createClass and React.DOM factory helpers. |
| 22. | 16.0.0 | 26/09/2017 | Improvd error handling with introduction of "error boundaries", React DOM allows passing non-standard attributes, Minor changes to setState behavior, remove react-with-addons.js build, Add React.createClass as create-react-class, React.PropTypes as prop-types, React.DOM as react-dom-factories, changes to the behavior of scheduling and lifecycle methods. |
| 23. | 16.1.0 | 9/11/2017 | Discontinuing Bower Releases, Fix an accidental extra global variable in the UMD builds, Fix onMouseEnter and onMouseLeave firing, Fix <textarea> placeholder, Remove unused code, Add a missing package.json dependency, Add support for React DevTools. |
| 24. | 16.3.0 | 29/03/2018 | Add a new officially supported context API, Add new packagePrevent an infinite loop when attempting to render portals with SSR, Fix an issue with this.state, Fix an IE/Edge issue. |
| 25. | 16.3.1 | 03/04/2018 | Prefix private API, Fix performance regression and error handling bugs in development mode, Add peer dependency, Fix a false positive warning in IE11 when using Fragment. |
| 26. | 16.3.2 | 16/04/2018 | Fix an IE crash, Fix labels in User Timing measurements, Add a UMD build, Improve performance of unstable\_observedBits API with nesting. |
| 27. | 16.4.0 | 24/05/2018 | Add support for Pointer Events specification, Add the ability to specify propTypes, Fix reading context, Fix the getDerivedStateFromProps() support, Fix a testInstance.parent crash, Add React.unstable\_Profiler component for measuring performance, Change internal event names. |
| 28. | 16.5.0 | 05/09/2018 | Add support for React DevTools Profiler, Handle errors in more edge cases gracefully, Add react-dom/profiling, Add onAuxClick event for browsers, Add movementX and movementY fields to mouse events, Add tangentialPressure and twist fields to pointer event. |
| 29. | 16.6.0 | 23/10/2018 | Add support for contextType, Support priority levels, continuations, and wrapped callbacks, Improve the fallback mechanism, Fix gray overlay on iOS Safari, Add React.lazy() for code splitting components. |
| 30. | 16.7.0 | 20/12/2018 | Fix performance of React.lazy for lazily-loaded components, Clear fields on unmount to avoid memory leaks, Fix bug with SSR, Fix a performance regression. |
| 31. | 16.8.0 | 06/02/2019 | Add Hooks, Add ReactTestRenderer.act() and ReactTestUtils.act() for batching updates, Support synchronous thenables passed to React.lazy(), Improve useReducer Hook lazy initialization API. |
| 32. | 16.8.6 | 27/03/2019 | Fix an incorrect bailout in useReducer(), Fix iframe warnings in Safari DevTools, Warn if contextType is set to Context.Consumer instead of Context, Warn if contextType is set to invalid values. |

# React Environment Setup

In this section, we will learn how to set up an environment for the successful development of ReactJS application.

## **Pre-requisite for ReactJS**

1. NodeJS and NPM
2. React and React DOM
3. Webpack
4. Babel

**Note**: Points 2, 3 & 4 can also be directly installed by installing a full react package called “create-react-app”

Install NodeJS and NPM

NodeJS and NPM are the platforms need to develop any ReactJS application. You can install NodeJS and NPM package manager by the link given below.

NPM is a package manager which starts the server and access the application at default server <localhost>

1. Install node js from <https://nodejs.org/en/download/>
2. Open command prompt and check node js version by typing “node –v”.
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1. Open command prompt and check npm version by typing “npm –v”
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**Note**: If not able to see node version and npm version, we need to set the environmental variable path in **“Advanced system settings**” in control panel. For more information, follow the steps in the below url.  
  
https://love2dev.com/blog/node-is-not-recognized-as-an-internal-or-external-command/#:~:text=Make%20sure%20the%20node%20path%20is%20added%2C%20if,any%20other%20application%20directly%20on%20the%20command%20line.

## Setting up a React Environment

If you have npx and Node.js installed, you can create a React application by using create-react-app.

**Note**: If you've previously installed create-react-app globally, it is recommended that you uninstall the package to ensure npx always uses the latest version of create-react-app.

To uninstall, run this command: **npm uninstall -g create-react-app.**

Run this command to create a React application named my-react-app:

* **npx create-react-app my-react-app**

The create-react-app will set up everything you need to run a React application.

## Run the React Application

Now you are ready to run your first real React application!

Run this command to move to the my-react-app directory:

* **cd my-react-app**

Run this command to run the React application my-react-app:

* **npm start**

The result looks like below:

![https://www.w3schools.com/react/screenshot_myfirstreact.png](data:image/png;base64,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)

## Modify the React Application

So far so good, but how do I change the content?

Look in the my-react-app directory, and you will find a src folder. Inside the src folder there is a file called App.js, open it and it will look like this:

/myReactApp/src/App.js:

import logo from './logo.svg';

import './App.css';

function App() {

return (

<div className="App">

<header className="App-header">

<img src={logo} className="App-logo" alt="logo" />

<p>

Edit <code>src/App.js</code> and save to reload.

</p>

<a

className="App-link"

href="[https://reactjs.org](https://reactjs.org/)"

target="\_blank"

rel="noopener noreferrer"

>

Learn React

</a>

</header>

</div>

);

}

export default App;

Try changing the HTML content and save the file.

**Note**: Notice that the changes are visible immediately after you save the file, you do not have to reload the browser!

### **Example**

Replace all the content inside the <div className="App"> with a <h1> element.

See the changes in the browser when you click Save.

function App() {

return (

<div className="App">

<h1>Hello World!</h1>

</div>

);

}

export default App;

## What's Next?

Now you have a React Environment on your computer, and you are ready to learn more about React.

In the rest of this tutorial we will use our "Show React" tool to explain the various aspects of React, and how they are displayed in the browser.

If you want to follow the same steps on your computer, start by stripping down the src folder to only contain one file: index.js. You should also remove any unnecessary lines of code inside the index.js file to make them look like the example in the "Show React" tool below:

index.js:

import React from 'react';

import ReactDOM from 'react-dom';

const myfirstelement = <h1>Hello React!</h1>

ReactDOM.render(myfirstelement, document.getElementById('root'));

/\*

You are now watching

the React file 'index.js'

through our 'Show React' tool.

\*/

In React application, there are several files and folders in the root directory. Some of them are as follows:

1. **node\_modules:** It contains the React library and any other third party libraries needed.
2. **public:** It holds the public assets of the application. It contains the index.html where React will mount the application by default on the <div id="root"></div> element.
3. **src:** It contains the App.css, App.js, App.test.js, index.css, index.js, and serviceWorker.js files. Here, the App.js file always responsible for displaying the output screen in React.
4. **package-lock.json:** It is generated automatically for any operations where npm package modifies either the node\_modules tree or package.json. It cannot be published. It will be ignored if it finds any other place rather than the top-level package.
5. **package.json:** It holds various metadata required for the project. It gives information to npm, which allows to identify the project as well as handle the project?s dependencies.
6. **README.md:** It provides the documentation to read about React topics.

# React Features
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Currently, ReactJS gaining quick popularity as the best JavaScript framework among web developers. It is playing an essential role in the front-end ecosystem. The important features of ReactJS are as following.

* JSX
* Components
* One-way Data Binding
* Virtual DOM
* Simplicity
* Performance

### **JSX**

JSX stands for JavaScript XML. It is a JavaScript syntax extension. Its an XML or HTML like syntax used by ReactJS. This syntax is processed into JavaScript calls of React Framework. It extends the ES6 so that HTML like text can co-exist with JavaScript react code. It is not necessary to use JSX, but it is recommended to use in ReactJS.

### **Components**

ReactJS is all about components. ReactJS application is made up of multiple components, and each component has its own logic and controls. These components can be reusable which help you to maintain the code when working on larger scale projects.

### **One-way Data Binding**

ReactJS is designed in such a manner that follows unidirectional data flow or one-way data binding. The benefits of one-way data binding give you better control throughout the application. If the data flow is in another direction, then it requires additional features. It is because components are supposed to be immutable and the data within them cannot be changed. Flux is a pattern that helps to keep your data unidirectional. This makes the application more flexible that leads to increase efficiency.

### **Virtual DOM**

A virtual DOM object is a representation of the original DOM object. It works like a one-way data binding. Whenever any modifications happen in the web application, the entire UI is re-rendered in virtual DOM representation. Then it checks the difference between the previous DOM representation and new DOM. Once it has done, the real DOM will update only the things that have actually changed. This makes the application faster, and there is no wastage of memory.

### **Simplicity**

ReactJS uses JSX file which makes the application simple and to code as well as understand. We know that ReactJS is a component-based approach which makes the code reusable as your need. This makes it simple to use and learn.

### **Performance**

ReactJS is known to be a great performer. This feature makes it much better than other frameworks out there today. The reason behind this is that it manages a virtual DOM. The DOM is a cross-platform and programming API which deals with HTML, XML or XHTML. The DOM exists entirely in memory. Due to this, when we create a component, we did not write directly to the DOM. Instead, we are writing virtual components that will turn into the DOM leading to smoother and faster performance.

# Pros and Cons of ReactJS

Today, ReactJS is the highly used open-source JavaScript Library. It helps in creating impressive web apps that require minimal effort and coding. The main objective of ReactJS is to develop User Interfaces (UI) that improves the speed of the apps. There are important pros and cons of ReactJS given as following:

### **Advantage of ReactJS**

**1. Easy to Learn and USe**

ReactJS is much easier to learn and use. It comes with a good supply of documentation, tutorials, and training resources. Any developer who comes from a JavaScript background can easily understand and start creating web apps using React in a few days. It is the V(view part) in the MVC (Model-View-Controller) model, and referred to as ?one of the JavaScript frameworks.? It is not fully featured but has the advantage of open-source JavaScript User Interface(UI) library, which helps to execute the task in a better manner.

**2. Creating Dynamic Web Applications Becomes Easier**

To create a dynamic web application specifically with HTML strings was tricky because it requires a complex coding, but React JS solved that issue and makes it easier. It provides less coding and gives more functionality. It makes use of the JSX(JavaScript Extension), which is a particular syntax letting HTML quotes and HTML tag syntax to render particular subcomponents. It also supports the building of machine-readable codes.

**3. Reusable Components**

A ReactJS web application is made up of multiple components, and each component has its own logic and controls. These components are responsible for outputting a small, reusable piece of HTML code which can be reused wherever you need them. The reusable code helps to make your apps easier to develop and maintain. These Components can be nested with other components to allow complex applications to be built of simple building blocks. ReactJS uses virtual DOM based mechanism to fill data in HTML DOM. The virtual DOM works fast as it only changes individual DOM elements instead of reloading complete DOM every time.

**4. Performance Enhancement**

ReactJS improves performance due to virtual DOM. The DOM is a cross-platform and programming API which deals with HTML, XML or XHTML. Most of the developers faced the problem when the DOM was updated, which slowed down the performance of the application. ReactJS solved this problem by introducing virtual DOM. The React Virtual DOM exists entirely in memory and is a representation of the web browser's DOM. Due to this, when we write a React component, we did not write directly to the DOM. Instead, we are writing virtual components that react will turn into the DOM, leading to smoother and faster performance.

**5. The Support of Handy Tools**

React JS has also gained popularity due to the presence of a handy set of tools. These tools make the task of the developers understandable and easier. The React Developer Tools have been designed as Chrome and Firefox dev extension and allow you to inspect the React component hierarchies in the virtual DOM. It also allows you to select particular components and examine and edit their current props and state.

**6. Known to be SEO Friendly**

Traditional JavaScript frameworks have an issue in dealing with SEO. The search engines generally having trouble in reading JavaScript-heavy applications. Many web developers have often complained about this problem. ReactJS overcomes this problem that helps developers to be easily navigated on various search engines. It is because React.js applications can run on the server, and the virtual DOM will be rendering and returning to the browser as a regular web page.

**7. The Benefit of Having JavaScript Library**

Today, ReactJS is choosing by most of the web developers. It is because it is offering a very rich JavaScript library. The JavaScript library provides more flexibility to the web developers to choose the way they want.

**8. Scope for Testing the Codes**

ReactJS applications are extremely easy to test. It offers a scope where the developer can test and debug their codes with the help of native tools.

### **Disadvantage of ReactJS**

**1. The high pace of development**

The high pace of development has an advantage and disadvantage both. In case of disadvantage, since the environment continually changes so fast, some of the developers not feeling comfortable to relearn the new ways of doing things regularly. It may be hard for them to adopt all these changes with all the continuous updates. They need to be always updated with their skills and learn new ways of doing things.

**2. Poor Documentation**

It is another cons which are common for constantly updating technologies. React technologies updating and accelerating so fast that there is no time to make proper documentation. To overcome this, developers write instructions on their own with the evolving of new releases and tools in their current projects.

**3. View Part**

ReactJS Covers only the UI Layers of the app and nothing else. So you still need to choose some other technologies to get a complete tooling set for development in the project.

**4. JSX as a barrier**

ReactJS uses JSX. It's a syntax extension that allows HTML with JavaScript mixed together. This approach has its own benefits, but some members of the development community consider JSX as a barrier, especially for new developers. Developers complain about its complexity in the learning curve.

# Difference Between AngularJS and ReactJS:

## **AngularJS**

AngularJS is an open-source JavaScript framework used to build a dynamic web application. Misko Hevery and Adam Abrons developed AngularJS in 2009, and now Google maintained it. The latest version of Angular is 1.7.8 on March 11, 2019. It is based on HTML and JavaScript and mostly used for building a Single Page Application. It can be included to an HTML page with a <script> tag. It extends HTML by adding built-in attributes with the directive and binds data to HTML with Expressions.

### **Features of AngularJS**

1. **Data-binding:** AngularJS follows the two-way data binding. It is the automatic synchronization of data between model and view components.
2. **POJO Model:** AngularJS uses POJO (Plain Old JavaScript) model, which provides spontaneous and well-planned objects. The POJO model makes AngularJS self-sufficient and easy to use.
3. **Model View Controller(MVC) Framework:** MVC is a software design pattern used for developing web applications. The working model of AngularJS is based on MVC patterns. The MVC Architecture in AngularJS is easy, versatile, and dynamic. MVC makes it easier to build a separate client-side application.
4. **Services:** AngularJS has several built-in services such as $http to make an XMLHttpRequest.
5. **User interface with HTML:** In AngularJS, User interfaces are built on HTML. It is a declarative language which has shorter tags and easy to comprehend. It provides an organized, smooth, and structured interface.
6. **Dependency Injection:** AngularJS has a built-in dependency injection subsystem that helps the developer to create, understand, and test the applications easily.
7. **Active community on Google:** AngularJS provides excellent community support. It is Because Google maintains AngularJS. So, if you have any maintenance issues, there are many forums available where you can get your queries solved.
8. **Routing:** Routing is the transition from one view to another view. Routing is the key aspect of single page applications where everything comes in a single page. Here, developers do not want to redirect the users to a new page every time they click the menu. The developers want the content load on the same page with the URL changing.

## **ReactJS**

ReactJS is an open-source JavaScript library used to build a user interface for Single Page Application. It is responsible only for the view layer of the application. It provides developers to compose complex UIs from a small and isolated piece of code called "components." ReactJS made of two parts first is components, that are the pieces that contain HTML code and what you want to see in the user interface, and the second one is HTML document where all your components will be rendered.

Jordan Walke, who was a software engineer at Facebook, develops it. Initially, it was developed and maintained by Facebook and was later used in its products like WhatsApp & Instagram. Facebook developed ReactJS in 2011 for the newsfeed section, but it was released to the public in May 2013.

### **Features of ReactJS**

1. **JSX:** JSX is a JavaScript syntax extension. The JSX syntax is processed into JavaScript calls of React Framework. It extends the ES6 so that HTML like text can co-exist with JavaScript React code.
2. **Components:** ReactJS is all about components. ReactJS application is made up of multiple components, and each component has its logic and controls. These components can be reusable, which help you to maintain the code when working on larger scale projects.
3. **One-way Data Binding:** ReactJS follows unidirectional data flow or one-way data binding. The one-way data binding gives you better control throughout the application. If the data flow is in another direction, then it requires additional features. It is because components are supposed to be immutable, and the data within them cannot be changed.
4. **Virtual DOM:** A virtual DOM object is a representation of the real DOM object. Whenever any modifications happen in the web application, the entire UI is re-rendered in virtual DOM representation. Then, it checks the difference between the previous DOM representation and new DOM. Once it has done, the real DOM will update only the things that are changed. It makes the application faster, and there is no wastage of memory.
5. **Simplicity:** ReactJS uses the JSX file, which makes the application simple and to code as well as understand. Also, ReactJS is a component-based approach which makes the code reusable as your need. It makes it simple to use and learn.
6. **Performance:** ReactJS is known to be a great performer. The reason behind this is that it manages a virtual DOM. The DOM exists entirely in memory. Due to this, when we create a component, we did not write directly to the DOM. Instead, we are writing virtual Components that will turn into the DOM, leading to smoother and faster performance.

## **AngularJS Vs. ReactJS**
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|  |  |  |
| --- | --- | --- |
|  | **AngularJS** | **ReactJS** |
| **Author** | Google | Facebook Community |
| **Developer** | Misko Hevery | Jordan Walke |
| **Initial Release** | October 2010 | March 2013 |
| **Latest Version** | Angular 1.7.8 on 11 March 2019. | React 16.8.6 on 27 March 2019 |
| **Language** | JavaScript, HTML | JSX |
| **Type** | Open Source MVC Framework | Open Source JS Framework |
| **Rendering** | Client-Side | Server-Side |
| **Packaging** | Weak | Strong |
| **Data-Binding** | Bi-directional | Uni-directional |
| **DOM** | Regular DOM | Virtual DOM |
| **Testing** | Unit and Integration Testing | Unit Testing |
| **App Architecture** | MVC | Flux |
| **Dependencies** | It manages dependencies automatically. | It requires additional tools to manage dependencies. |
| **Routing** | It requires a template or controller to its router configuration, which has to be managed manually. | It doesn't handle routing but has a lot of modules for routing, eg., react-router. |
| **Performance** | Slow | Fast, due to virtual DOM. |
| **Best For** | It is best for single page applications that update a single view at a time. | It is best for single page applications that update multiple views at a time. |

# Difference between ReactJS and React Native

## **ReactJS**

ReactJS is an open-source JavaScript library used to build the user interface for Web Applications. It is responsible only for the view layer of the application. It provides developers to compose complex UIs from a small and isolated piece of code called "components." ReactJS made of two parts first is components, that are the pieces that contain HTML code and what you want to see in the user interface, and the second one is HTML document where all your components will be rendered.

Jordan Walke, who was a software engineer at Facebook, develops it. Initially, it was developed and maintained by Facebook and was later used in its products like WhatsApp & Instagram. Facebook developed ReactJS in 2011 for the newsfeed section, but it was released to the public in May 2013.

## **React Native**

React Native is an open-source JavaScript framework used for developing a mobile application for iOS, Android, and Windows. It uses only JavaScript to build a cross-platform mobile app. React Native is same as React, but it uses native components instead of using web components as building blocks. It targets mobile platforms rather than the browser.

Facebook develops the React Native in 2013 for its internal project Hackathon. In March 2015, Facebook announced that React Native is open and available on GitHub.

React Native was initially developed for the iOS application. However, recently, it also supports the Android operating system.

### **Advantages of React Native**

There are several advantages of React Native for building mobile applications. Some of them are given below:

1. **Cross-Platform Usage:** It provides the facility of "Learn once write everywhere." It works for both platform Android as well as iOS devices.
2. **Class Performance:** The code written in React Native are compiled into native code, which enables it for both operating systems as well as it functions in the same way on both the platforms.
3. **JavaScript:** JavaScript knowledge is used to build native mobile apps.
4. **Community:** The large community of ReactJS and React Native helps us to find any answer we require.
5. **Hot Reloading:** Making a few changes in the code of your app will be immediately visible during development. If the business logic is changed, its reflection is live reloaded on screen.
6. **Improving with Time:** Some features of iOS and Android are still not supported, and the community is always inventing the best practices.
7. **Native Components:** We will need to write some platform specific code if we want to create native functionality, which is not designed yet.
8. **Existence is Uncertain:** As Facebook develop this framework, its presence is uncertain since it keeps all the rights to kill off the project anytime. As the popularity of React Native rises, it is unlikely to happen.

### **Disadvantage of React Native**

1. **React Native is Still New and Immature:** React Native is a newbie in Android and iOS programming languages and is still in its improvement stage, which can have a negative impact on the apps.
2. **Learning is Tough:** React Native is not easy to learn, especially for a fresher in the app development field.
3. **It Lacks the Security Robustness:** React Native is a JavaScript library and open-source framework, which creates a gap in the security robustness. When you are creating banking and financial apps where data is highly confidential, experts advice not to choose React Native.
4. **It Takes More Time to Initialize:** React Native takes a lot of time for initializing the runtime even for the hi-tech gadgets and devices.

## **ReactJS Vs React Native**
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|  |  |  |
| --- | --- | --- |
| **SN** | **ReactJS** | **React Native** |
| 1. | The ReactJS initial release was in 2013. | The React Native initial release was in 2015. |
| 2. | It is used for developing web applications. | It is used for developing mobile applications. |
| 3. | It can be executed on all platforms. | It is not platform independent. It takes more effort to be executed on all platforms. |
| 4. | It uses a JavaScript library and CSS for animations. | It comes with built-in animation libraries. |
| 5. | It uses React-router for navigating web pages. | It has built-in Navigator library for navigating mobile applications. |
| 6. | It uses HTML tags. | It does not use HTML tags. |
| 7. | It can use code components, which saves a lot of valuable time. | It can reuse React Native UI components & modules which allow hybrid apps to render natively. |
| 8. | It provides high security. | It provides low security in comparison to ReactJS. |
| 9. | In this, the Virtual DOM renders the browser code. | In this, Native uses its API to render code for mobile applications. |

# React JSX

As we have already seen that, all of the React components have a **render** function. The render function specifies the HTML output of a React component. JSX(JavaScript Extension), is a React extension which allows writing JavaScript code that looks like HTML. In other words, JSX is an HTML-like syntax used by React that extends ECMAScript so that **HTML-like** syntax can co-exist with JavaScript/React code. The syntax is used by **preprocessors** (i.e., transpilers like babel) to transform HTML-like syntax into standard JavaScript objects that a JavaScript engine will parse.

JSX provides you to write HTML/XML-like structures (e.g., DOM-like tree structures) in the same file where you write JavaScript code, then preprocessor will transform these expressions into actual JavaScript code. Just like XML/HTML, JSX tags have a tag name, attributes, and children.

### **Example**

Here, we will write JSX syntax in JSX file and see the corresponding JavaScript code which transforms by preprocessor(babel).

**JSX File**

<div>Hello iHub</div>

**Corresponding Output**

React.createElement("div", **null**, "Hello iHub");

The above line creates a **react element** and passing **three arguments** inside where the first is the name of the element which is div, second is the **attributes** passed in the div tag, and last is the **content** you pass which is the "Hello iHub.

## **Why use JSX?**

* It is faster than regular JavaScript because it performs optimization while translating the code to JavaScript.
* Instead of separating technologies by putting markup and logic in separate files, React uses components that contain both. We will learn components in a further section.
* It is type-safe, and most of the errors can be found at compilation time.
* It makes easier to create templates.

## **Nested Elements in JSX**

To use more than one element, you need to wrap it with one container element. Here, we use **div** as a container element which has **three** nested elements inside it.

**App.JSX**

**import** React, { Component } from 'react';

**class** App **extends** Component{

   render(){

**return**(

         <div>

             <h1>iHub</h1>

           <h2>Training Institutes</h2>

             <p>This website contains the best CS tutorials.</p>

         </div>

      );

   }

}

export **default** App;

## **JSX Attributes**

JSX use attributes with the HTML elements same as regular HTML. JSX uses **camelcase** naming convention for attributes rather than standard naming convention of HTML such as a class in HTML becomes **className** in JSX because the class is the reserved keyword in JavaScript. We can also use our own custom attributes in JSX. For custom attributes, we need to use **data- prefix**. In the below example, we have used a custom attribute **data-demoAttribute** as an attribute for the **<p>** tag.

### **Example**

**import** React, { Component } from 'react';

**class** App **extends** Component{

   render(){

**return**(

         <div>

              <h1>iHub</h1>

            <h2>Training Institutes</h2>

<p data-demoAttribute = "demo">This website contains the best CS tutorials.</p>

         </div>

      );

   }

}

export **default** App;

In JSX, we can specify attribute values in two ways:

1. **As String Literals:** We can specify the values of attributes in double quotes:

var element = <h2 className = "firstAttribute">Hello iHub</h2>;

**Example**

**import** React, { Component } from 'react';

**class** App **extends** Component{

   render(){

**return**(

         <div>

             <h1 className = "hello" >iHub</h1>

<p data-demoAttribute = "demo">This website contains the best CS tutorials.</p>

         </div>

      );

   }

}

export **default** App;

1. **As Expressions:** We can specify the values of attributes as expressions using curly braces {}:
2. var element = <h2 className = {varName}>Hello iHub</h2>;

**Example**

**import** React, { Component } from 'react';

**class** App **extends** Component{

   render(){

**return**(

         <div>

            <h1 className = "hello" >{25+20}</h1>

         </div>

      );

   }

}

export **default** App;

## **JSX Comments**

JSX allows us to use comments that begin with /\* and ends with \*/ and wrapping them in curly braces {} just like in the case of JSX expressions. Below example shows how to use comments in JSX.

## **JSX Styling**

React always recommends to use **inline** styles. To set inline styles, you need to use **camelCase** syntax. React automatically allows appending **px** after the number value on specific elements. The following example shows how to use styling in the element.

### **Example**

**import** React, { Component } from 'react';

**class** App **extends** Component{

   render(){

     var myStyle = {

         fontSize: 80,

         fontFamily: 'Courier',

         color: '#003300'

      }

**return** (

         <div>

            <h1 style = {myStyle}>www.ihubtalent.com</h1>

         </div>

      );

   }

}

export **default** App;

#### **NOTE: JSX cannot allow to use if-else statements. Instead of it, you can use conditional (ternary) expressions. It can be seen in the following example.**

### **Example**

**import** React, { Component } from 'react';

**class** App **extends** Component{

   render(){

      var i = 5;

**return** (

         <div>

            <h1>{i == 1 ? 'True!' : 'False!'}</h1>

         </div>

      );

   }

}

export **default** App;

# React Components

Earlier, the developers write more than thousands of lines of code for developing a single page application. These applications follow the traditional DOM structure, and making changes in them was a very challenging task. If any mistake found, it manually searches the entire application and update accordingly. The component-based approach was introduced to overcome an issue. In this approach, the entire application is divided into a small logical group of code, which is known as components.

A Component is considered as the core building blocks of a React application. It makes the task of building UIs much easier. Each component exists in the same space, but they work independently from one another and merge all in a parent component, which will be the final UI of your application.

Every React component have their own structure, methods as well as APIs. They can be reusable as per your need. For better understanding, consider the entire UI as a tree. Here, the root is the starting component, and each of the other pieces becomes branches, which are further divided into sub-branches.

![React Components](data:image/png;base64,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)

In ReactJS, we have mainly two types of components. They are

1. Functional Components
2. Class Components

## **Functional Components**

In React, function components are a way to write components that only contain a render method and don't have their own state. They are simply JavaScript functions that may or may not receive data as parameters. We can create a function that takes props(properties) as input and returns what should be rendered. A valid functional component can be shown in the below example.

function WelcomeMessage(props) {

**return** <h1>Welcome to the , {props.name}</h1>;

}

The functional component is also known as a stateless component because they do not hold or manage state. It can be explained in the below example.

### **Example**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

   render() {

**return** (

         <div>

            <First/>

            <Second/>

         </div>

      );

   }

}

**class** First **extends** React.Component {

   render() {

**return** (

         <div>

            <h1>iHub</h1>

         </div>

      );

   }

}

**class** Second **extends** React.Component {

   render() {

**return** (

         <div>

            <h2>www.ihubtalent.com</h2>

            <p>This websites contains the great CS tutorial.</p>

         </div>

      );

   }

}

export **default** App;

## **Class Components**

Class components are more complex than functional components. It requires you to extend from React. Component and create a render function which returns a React element. You can pass data from one class to other class components. You can create a class by defining a class that extends Component and has a render function. Valid class component is shown in the below example.

**class** MyComponent **extends** React.Component {

  render() {

**return** (

      <div>This is main component.</div>

    );

  }

}

The class component is also known as a stateful component because they can hold or manage local state. It can be explained in the below example.

### **Example**

In this example, we are creating the list of unordered elements, where we will dynamically insert StudentName for every object from the data array. Here, we are using ES6 arrow syntax (=>) which looks much cleaner than the old JavaScript syntax. It helps us to create our elements with fewer lines of code. It is especially useful when we need to create a list with a lot of items.

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

 constructor() {

**super**();

**this**.state = {

         data:

         [

            {

               "name":"Abhishek"

            },

            {

               "name":"Saharsh"

            },

            {

               "name":"Ajay"

            }

         ]

      }

   }

   render() {

**return** (

         <div>

            <StudentName/>

            <ul>

                {**this**.state.data.map((item) => <List data = {item} />)}

            </ul>

         </div>

      );

   }

}

**class** StudentName **extends** React.Component {

   render() {

**return** (

         <div>

            <h1>Student Name Detail</h1>

         </div>

      );

   }

}

**class** List **extends** React.Component {

   render() {

**return** (

         <ul>

            <li>{**this**.props.data.name}</li>

         </ul>

      );

   }

}

export **default** App;

# React State

The state is an updatable structure that is used to contain data or information about the component. The state in a component can change over time. The change in state over time can happen as a response to user action or system event. A component with the state is known as stateful components. It is the heart of the react component which determines the behavior of the component and how it will render. They are also responsible for making a component dynamic and interactive.

A state must be kept as simple as possible. It can be set by using the **setState()** method and calling setState() method triggers UI updates. A state represents the component's local state or information. It can only be accessed or modified inside the component or by the component directly. To set an initial state before any interaction occurs, we need to use the **getInitialState()** method.

**For example**, if we have five components that need data or information from the state, then we need to create one container component that will keep the state for all of them.

## **Defining State**

To define a state, you have to first declare a default set of values for defining the component's initial state. To do this, add a class constructor which assigns an initial state using this.state. The '**this.state**' property can be rendered inside **render()** method.

### **Example**

The below sample code shows how we can create a stateful component using ES6 syntax.

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

 constructor() {

**super**();

**this**.state = { displayBio: **true** };

      }

      render() {

**const** bio = **this**.state.displayBio ? (

              <div>

                  <p><h3>iHub is one of the best Java training institute in Noida, Delhi, Gurugram, Ghaziabad and Faridabad. We have a team of experienced Java developers and trainers from multinational companies to teach our campus students.</h3></p>

            </div>

              ) : **null**;

**return** (

                  <div>

                      <h1> Welcome to iHub!! </h1>

                      { bio }

                  </div>

              );

     }

}

export **default** App;

To set the state, it is required to call the super() method in the constructor. It is because this.state is uninitialized before the super() method has been called.

## **Changing the State**

We can change the component state by using the setState() method and passing a new state object as the argument. Now, create a new method toggleDisplayBio() in the above example and bind this keyword to the toggleDisplayBio() method otherwise we can't access this inside toggleDisplayBio() method.

**this**.toggleDisplayBio = **this**.toggleDisplayBio.bind(**this**);

### **Example**

In this example, we are going to add a **button** to the **render**() method. Clicking on this button triggers the toggleDisplayBio() method which displays the desired output.

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

 constructor() {

**super**();

**this**.state = { displayBio: **false** };

      console.log('Component this', **this**);

**this**.toggleDisplayBio = **this**.toggleDisplayBio.bind(**this**);

      }

      toggleDisplayBio(){

**this**.setState({displayBio: !**this**.state.displayBio});

          }

      render() {

**return** (

              <div>

                  <h1>Welcome to iHub!!</h1>

                  {

**this**.state.displayBio ? (

                          <div>

                              <p><h4>iHub is one of the best Java training institute in Noida, Delhi, Gurugram, Ghaziabad and Faridabad. We have a team of experienced Java developers and trainers from multinational companies to teach our campus students.</h4></p>

                              <button onClick={**this**.toggleDisplayBio}> Show Less </button>

                        </div>

                          ) : (

                              <div>

                                  <button onClick={**this**.toggleDisplayBio}> Read More </button>

                              </div>

                          )

                  }

             </div>

        )

    }

}

export **default** App;

When you click the **Read More** button, you will get the below output, and when you click the **Show Less** button, you will get the output as shown in the above image.

# React Props

Props stand for "**Properties**." They are **read-only** components. It is an object which stores the value of attributes of a tag and work similar to the HTML attributes. It gives a way to pass data from one component to other components. It is similar to function arguments. Props are passed to the component in the same way as arguments passed in a function.

Props are **immutable** so we cannot modify the props from inside the component. Inside the components, we can add attributes called props. These attributes are available in the component as **this.props** and can be used to render dynamic data in our render method.

When you need immutable data in the component, you have to add props to **reactDom.render()** method in the **main.js** file of your ReactJS project and used it inside the component in which you need. It can be explained in the below example.

### **Example**

**App.js**

**import React, { Component } from 'react';**

**import ReactDOM from 'react-dom';**

**class App extends React.Component {**

**render() {**

**return (**

**<div>**

**<h1> Welcome to {this.props.name} </h1>**

**<p> <h4> iHub is one of the best Java training institute in Noida, Delhi, Gurugram, Ghaziabad and Faridabad. </h4> </p>**

**</div>**

**);**

**}**

**}**

**ReactDOM.render(**

**<App name = "iHub"/>, document.getElementById(‘root’)**

**);**

**export default App;**

## **Default Props**

It is not necessary to always add props in the reactDom.render() element. You can also set **default** props directly on the component constructor. It can be explained in the below example.

### **Example**

**App.js**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

   render() {

**return** (

          <div>

              <h1>Default Props Example</h1>

            <h3>Welcome to {**this**.props.name}</h3>

            <p>iHub is one of the best Java training institute in Noida, Delhi, Gurugram, Ghaziabad and Faridabad.</p>

          </div>

        );

    }

}

App.defaultProps = {

   name: "iHub"

}

export **default** App;

## **State and Props**

It is possible to combine both state and props in your app. You can set the state in the parent component and pass it in the child component using props. It can be shown in the below example.

### **Example**

**App.js**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

   constructor(props) {

**super**(props);

**this**.state = {

         name: "iHub",

      }

   }

   render() {

**return** (

         <div>

            <JTP jtpProp = {**this**.state.name}/>

         </div>

      );

   }

}

**class** JTP **extends** React.Component {

   render() {

**return** (

          <div>

              <h1>State & Props Example</h1>

              <h3>Welcome to {**this**.props.jtpProp}</h3>

              <p>iHub is one of the best Java training institute in Noida, Delhi, Gurugram, Ghaziabad and Faridabad.</p>

         </div>

      );

   }

}

export **default** App;

# React Props Validation

Props are an important mechanism for passing the **read-only** attributes to React components. The props are usually required to use correctly in the component. If it is not used correctly, the components may not behave as expected. Hence, it is required to use **props validation** in improving react components.

Props validation is a tool that will help the developers to avoid future bugs and problems. It is a useful way to force the correct usage of your components. It makes your code more readable. React components used special property **PropTypes** that help you to catch bugs by validating data types of values passed through props, although it is not necessary to define components with propTypes. However, if you use propTypes with your components, it helps you to avoid unexpected bugs.

## **Validating Props**

**App.propTypes** is used for props validation in react component. When some of the props are passed with an invalid type, you will get the warnings on JavaScript console. After specifying the validation patterns, you will set the App.defaultProps.

### **Syntax:**

**class** App **extends** React.Component {

          render() {}

}

Component.propTypes = { /\*Definition \*/};

## **ReactJS Props Validator**

ReactJS props validator contains the following list of validators.

|  |  |  |
| --- | --- | --- |
| **SN** | **PropsType** | **Description** |
| **1.** | PropTypes.any | The props can be of any data type. |
| **2.** | PropTypes.array | The props should be an array. |
| **3.** | PropTypes.bool | The props should be a boolean. |
| **4.** | PropTypes.func | The props should be a function. |
| **5.** | PropTypes.number | The props should be a number. |
| **6.** | PropTypes.object | The props should be an object. |
| **7.** | PropTypes.string | The props should be a string. |
| **8.** | PropTypes.symbol | The props should be a symbol. |
| **9.** | PropTypes.instanceOf | The props should be an instance of a particular JavaScript class. |
| **10.** | PropTypes.isRequired | The props must be provided. |
| **11.** | PropTypes.element | The props must be an element. |
| **12.** | PropTypes.node | The props can render anything: numbers, strings, elements or an array (or fragment) containing these types. |
| **13.** | PropTypes.oneOf() | The props should be one of several types of specific values. |
| **14.** | PropTypes.oneOfType([PropTypes.string,PropTypes.number]) | The props should be an object that could be one of many types. |

### **Example**

Here, we are creating an App component which contains all the props that we need. In this example, **App.propTypes** is used for props validation. For props validation, you must have to add this line: **import PropTypes from 'prop-types'** in **App.js file**.

**App.js**

**import** React, { Component } from 'react';

**import** ReactDOM from 'react-dom';

**import** PropTypes from 'prop-types';

**class** App **extends** React.Component {

   render() {

**return** (

          <div>

              <h1>ReactJS Props validation example</h1>

              <table>

                  <tr>

                      <th>Type</th>

                      <th>Value</th>

                      <th>Valid</th>

                  </tr>

                <tr>

                      <td>Array</td>

                      <td>{**this**.props.propArray}</td>

                      <td>{**this**.props.propArray ? "true" : "False"}</td>

                  </tr>

                  <tr>

                      <td>Boolean</td>

                      <td>{**this**.props.propBool ? "true" : "False"}</td>

                      <td>{**this**.props.propBool ? "true" : "False"}</td>

                  </tr>

                  <tr>

                      <td>Function</td>

                      <td>{**this**.props.propFunc(5)}</td>

                      <td>{**this**.props.propFunc(5) ? "true" : "False"}</td>

                  </tr>

                  <tr>

                      <td>String</td>

                      <td>{**this**.props.propString}</td>

                      <td>{**this**.props.propString ? "true" : "False"}</td>

                  </tr>

                  <tr>

                      <td>Number</td>

                      <td>{**this**.props.propNumber}</td>

                      <td>{**this**.props.propNumber ? "true" : "False"}</td>

                  </tr>

             </table>

        </div>

        );

   }

}

App.propTypes = {

    propArray: PropTypes.array.isRequired,

    propBool: PropTypes.bool.isRequired,

    propFunc: PropTypes.func,

    propNumber: PropTypes.number,

    propString: PropTypes.string,

}

App.defaultProps = {

    propArray: [1,2,3,4,5],

    propBool: **true**,

    propFunc: function(x){**return** x+5},

    propNumber: 1,

    propString: "iHub",

}

export **default** App;

ReactDOM.render(<App/>, document.getElementById('root'));

## **ReactJS Custom Validators**

### Install React Bootstrap

-> In this step, execute the following command to install react boostrap library into your react app:

npm install bootstrap --save

npm install react-bootstrap bootstrap

### Example

# -> Add bootstrap.min.css file in src/App.js file:

# import '../node\_modules/bootstrap/dist/css/bootstrap.min.css';

# -> In next step, create CustomFormValidation.js file. So, visit the src directory of your react js app and create a custom form validation component file named CustomFormValidation.js. And add the following code into it:

import React from 'react'

const defaultState = {

    name: null,

    email: null,

    password: null,

    nameError: null,

    emailError: null,

    passwordError: null

}

class CustomFormValidation extends React.Component {

    constructor() {

        super();

        this.state = defaultState;

        this.handleInputChange = this.handleInputChange.bind(this);

    }

    handleInputChange(event) {

        const target = event.target;

        var value = target.value;

        const name = target.name;

        this.setState({

            [name]: value

        });

    }

    validate() {

        let nameError = "";

        let emailError = "";

        let passwordError = "";

        if (!this.state.name) {

            nameError = "Name field is required";

        }

        const reg = /^\w+([\.-]?\w+)\*@\w+([\.-]?\w+)\*(\.\w{2,3})+$/;

        if (!this.state.email || reg.test(this.state.email) === false) {

            emailError = "Email Field is Invalid ";

        }

        if (!this.state.password) {

            passwordError = "Password field is required";

        }

        if (emailError || nameError || passwordError) {

            this.setState({ nameError, emailError, passwordError });

            return false;

        }

        return true;

    }

    submit() {

        if (this.validate()) {

            console.warn(this.state);

            this.setState(defaultState);

        }

    }

    render() {

        return (

            <div>

                <div className="row">

                    <div className="col-md-6 offset-md-3">

                        <h3>React Custom Form Validation Example - Tutsmake.com</h3><br />

                        <div className="form-row">

                            <div className="form-group col-md-6">

                                <label>Name :</label>

                                <input type="text" className="form-control" name="name" value={this.state.name} onChange={this.handleInputChange} />

                                <span className="text-danger">{this.state.nameError}</span>

                            </div>

                        </div>

                        <div className="form-row">

                            <div className="form-group col-md-6">

                                <label>Email :</label>

                                <input type="email" className="form-control" name="email" value={this.state.email} onChange={this.handleInputChange} />

                                <span className="text-danger">{this.state.emailError}</span>

                            </div>

                        </div>

                        <div className="form-row">

                            <div className="form-group col-md-6">

                                <label>Password :</label>

                                <input type="password" className="form-control" name="password" value={this.state.password} onChange={this.handleInputChange} />

                                <span className="text-danger">{this.state.passwordError}</span>

                            </div>

                        </div>

                        <div className="form-row">

                            <div className="col-md-12 text-center">

                                <button type="submit" className="btn btn-primary" onClick={() => this.submit()}>Submit</button>

                            </div>

                        </div>

                    </div>

                </div>

            </div>

        )

    }

}

export default CustomFormValidation;

# In this step, you need to add CustomFormValidation.js file in src/App.js file:

import React from 'react';

import '../node\_modules/bootstrap/dist/css/bootstrap.min.css';

import CustomFormValidation from './CustomFormValidation'

function App() {

  return (

    <div className="App">

      <CustomFormValidation />

    </div>

  );

}

export default App;

# State Vs. Props

## **State**

The state is an updatable structure that is used to contain data or information about the component and can change over time. The change in state can happen as a response to user action or system event. It is the heart of the react component which determines the behavior of the component and how it will render. A state must be kept as simple as possible. It represents the component's local state or information. It can only be accessed or modified inside the component or by the component directly.

## **Props**

Props are read-only components. It is an object which stores the value of attributes of a tag and work similar to the HTML attributes. It allows passing data from one component to other components. It is similar to function arguments and can be passed to the component the same way as arguments passed in a function. Props are immutable so we cannot modify the props from inside the component.

## **Difference between State and Props**

|  |  |  |
| --- | --- | --- |
| **SN** | **Props** | **State** |
| **1.** | Props are read-only. | State changes can be asynchronous. |
| **2.** | Props are immutable. | State is mutable. |
| **3.** | Props allow you to pass data from one component to other components as an argument. | State holds information about the components. |
| **4.** | Props can be accessed by the child component. | State cannot be accessed by child components. |
| **5.** | Props are used to communicate between components. | States can be used for rendering dynamic changes with the component. |
| **6.** | Stateless component can have Props. | Stateless components cannot have State. |
| **7.** | Props make components reusable. | State cannot make components reusable. |
| **8.** | Props are external and controlled by whatever renders the component. | The State is internal and controlled by the React Component itself. |

The below table will guide you about the changing in props and state.

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Condition** | **Props** | **State** |
| **1.** | Can get initial value from parent Component? | Yes | Yes |
| **2.** | Can be changed by parent Component? | Yes | No |
| **3.** | Can set default values inside Component? | Yes | Yes |
| **4.** | Can change inside Component? | No | Yes |
| **5.** | Can set initial value for child Components? | Yes | Yes |
| **6.** | Can change in child Components? | Yes | No |

#### **Note: The component State and Props share some common similarities. They are given in the below table.**

|  |  |
| --- | --- |
| **SN** | **State and Props** |
| **1.** | Both are plain JS object. |
| **2.** | Both can contain default values. |
| **3.** | Both are read-only when they are using by this. |

# What is Constructor?

The constructor is a method used to initialize an object's state in a class. It automatically called during the creation of an object in a class.

The concept of a constructor is the same in React. The constructor in a React component is called before the component is mounted. When you implement the constructor for a React component, you need to call **super(props)** method before any other statement. If you do not call super(props) method, **this.props** will be undefined in the constructor and can lead to bugs.

### **Syntax**

Constructor(props){

**super**(props);

}

In React, constructors are mainly used for two purposes:

1. It used for initializing the local state of the component by assigning an object to this.state.
2. It used for binding event handler methods that occur in your component.

#### **Note: If you neither initialize state nor bind methods for your React component, there is no need to implement a constructor for React component.**

You cannot call **setState()** method directly in the **constructor()**. If the component needs to use local state, you need directly to use '**this.state**' to assign the initial state in the constructor. The constructor only uses this.state to assign initial state, and all other methods need to use set.state() method.

### **Example**

The concept of the constructor can understand from the below example.

**App.js**

import React, { Component } from 'react';

import ReactDOM from 'react-dom';

class App extends Component {

  constructor(props) {

    super(props);

    this.state = {

      data: 'www.iHubtalent.com'

    }

    this.handleEvent = this.handleEvent.bind(this);

  }

  handleEvent() {

    console.log(this.props);

  }

  render() {

    return (

      <div className="App">

        <h2>React Constructor Example</h2>

        <input type="text" value={this.state.data} />

        <button onClick={this.handleEvent}>Please Click</button>

      </div>

    );

  }

}

ReactDOM.render(<App />, document.getElementById('root'));

export default App;

The most common question related to the constructor are:

**Interview Question: Is it necessary to have a constructor in every react component?**

No, it is not necessary to have a constructor in every component. If the component is not complex, it simply returns a node. Just for example, refer to previous examples as well:

**class** App **extends** Component {

    render () {

**return** (

            <p> Name: { **this**.props.name }</p>

        );

    }

}

**Interview Question: Is it necessary to call super() inside a constructor?**

Yes, it is necessary to call super() inside a constructor. If you need to set a property or access 'this' inside the constructor in your component, you need to call super().

import React from 'react';

class App extends React.Component {

  constructor(props) {

    //super(props);

    this.name = "John"; // 'this' is not allowed before super()

  }

  render() {

    return (

      <p> Name: {this.name}</p>

    );

  }

}

export default App;

When you run the above code, you get an error saying **'this' is not allowed before super()**. So if you need to access the props inside the constructor, you need to call super(props).

## **Arrow Functions (ES6 Standard)**

The Arrow function is the new feature of the ES6 standard. If you need to use arrow functions, it is not necessary to bind any event to 'this.' Here, the scope of 'this' is global and not limited to any calling function. So If you are using Arrow Function, there is no need to bind 'this' inside the constructor.

**import** React, { Component } from 'react';

**class** App **extends** Component {

  constructor(props){

**super**(props);

**this**.state = {

         data: 'www.ihubtalent.com'

      }

  }

  handleEvent = () => {

    console.log(**this**.props);

  }

  render() {

**return** (

      <div className="App">

    <h2>React Constructor Example</h2>

    <input type ="text" value={**this**.state.data} />

        <button onClick={**this**.handleEvent}>Please Click</button>

      </div>

    );

  }

}

export **default** App;

We can use a constructor in the following ways:

**1) The constructor is used to initialize state.**

**class** App **extends** Component {

  constructor(props){

        // here, it is setting initial value for 'inputTextValue'

**this**.state = {

            inputTextValue: 'initial value',

        };

  }

}

**2) Using 'this' inside constructor**

**class** App **extends** Component {

    constructor(props) {

        // when you use 'this' in constructor, super() needs to be called first

**super**();

        // it means, when you want to use 'this.props' in constructor, call it as below

**super**(props);

    }

}

**3) Initializing third-party libraries**

**class** App **extends** Component {

    constructor(props) {

**this**.myBook = **new** MyBookLibrary();

        //Here, you can access props without using 'this'

**this**.Book2 = **new** MyBookLibrary(props.environment);

    }

}

**4) Binding some context(this) when you need a class method to be passed in props to children.**

**class** App **extends** Component {

    constructor(props) {

        // when you need to 'bind' context to a function

super(props);

**this**.handleFunction = **this**.handleFunction.bind(**this**);

    }

}

# React Component API

ReactJS component is a top-level API. It makes the code completely individual and reusable in the application. It includes various methods for:

* Creating elements
* Transforming elements
* Fragments

Here, we are going to explain the three most important methods available in the React component API.

1. setState()
2. forceUpdate()
3. findDOMNode()

## **setState()**

This method is used to update the state of the component. This method does not always replace the state immediately. Instead, it only adds changes to the original state. It is a primary method that is used to update the user interface(UI) in response to event handlers and server responses.

#### **Note: In the ES6 classes, this.method.bind(this) is used to manually bind the setState() method.**

### **Syntax**

**this**.stateState(object newState[, function callback]);

In the above syntax, there is an optional **callback** function which is executed once setState() is completed and the component is re-rendered.

### **Example**

import React, { Component } from 'react';

import PropTypes from 'prop-types';

import ReactDOM from 'react-dom';

class App extends React.Component {

  constructor() {

    super();

    this.state = {

      msg: "Welcome to iHub"

    };

    this.updateSetState = this.updateSetState.bind(this);

  }

  updateSetState() {

    this.setState({

      msg: "Its a best ReactJS tutorial"

    });

  }

  render() {

    return (

      <div>

        <h1>{this.state.msg}</h1>

        <button onClick={this.updateSetState}>SET STATE</button>

      </div>

    );

  }

}

ReactDOM.render(<App/>, document.getElementById('root'));

export default App;

## **forceUpdate()**

This method allows us to update the component manually.

### **Syntax**

Component.forceUpdate(callback);

### **Example**

**App.js**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

   constructor() {

**super**();

**this**.forceUpdateState = **this**.forceUpdateState.bind(**this**);

   }

   forceUpdateState() {

**this**.forceUpdate();

   };

   render() {

**return** (

         <div>

             <h1>Example to generate random number</h1>

             <h3>Random number: {Math.random()}</h3>

             <button onClick = {**this**.forceUpdateState}>ForceUpdate</button>

         </div>

      );

   }

}

export **default** App;

Each time when you click on **ForceUpdate** button, it will generate the **random** number. It can be shown in the below image.

## **findDOMNode()**

For DOM manipulation, you need to use **ReactDOM.findDOMNode()** method. This method allows us to find or access the underlying DOM node.

### **Syntax**

ReactDOM.findDOMNode(component);

### **Example**

For DOM manipulation, first, you need to import this line: **import ReactDOM** from '**react-dom**' in your **App.js** file.

**App.js**

**import** React, { Component } from 'react';

**import** ReactDOM from 'react-dom';

**class** App **extends** React.Component {

   constructor() {

**super**();

**this**.findDomNodeHandler1 = **this**.findDomNodeHandler1.bind(**this**);

**this**.findDomNodeHandler2 = **this**.findDomNodeHandler2.bind(**this**);

   };

   findDomNodeHandler1() {

       var myDivOne = document.getElementById('myDivOne');

       ReactDOM.findDOMNode(myDivOne).style.color = 'red';

   }

   findDomNodeHandler2() {

       var myDivTwo = document.getElementById('myDivTwo');

       ReactDOM.findDOMNode(myDivTwo).style.color = 'blue';

   }

   render() {

**return** (

         <div>

             <h1>ReactJS Find DOM Node Example</h1>

             <button onClick = {**this**.findDomNodeHandler1}>FIND\_DOM\_NODE1</button>

             <button onClick = {**this**.findDomNodeHandler2}>FIND\_DOM\_NODE2</button>

             <h3 id = "myDivOne">JTP-NODE1</h3>

             <h3 id = "myDivTwo">JTP-NODE2</h3>

         </div>

      );

   }

}

export **default** App;

Once you click on the **button**, the color of the node gets changed. It can be shown in the below screen.

# React Component Life-Cycle

In ReactJS, every component creation process involves various lifecycle methods. These lifecycle methods are termed as component's lifecycle. These lifecycle methods are not very complicated and called at various points during a component's life. The lifecycle of the component is divided into **four phases**. They are:

1. Initial Phase
2. Mounting Phase
3. Updating Phase
4. Unmounting Phase

Each phase contains some lifecycle methods that are specific to the particular phase. Let us discuss each of these phases one by one.

## **1. Initial Phase**

It is the **birth** phase of the lifecycle of a ReactJS component. Here, the component starts its journey on a way to the DOM. In this phase, a component contains the default Props and initial State. These default properties are done in the constructor of a component. The initial phase only occurs once and consists of the following methods.

* **getDefaultProps()**  
  It is used to specify the default value of this.props. It is invoked before the creation of the component or any props from the parent is passed into it.
* **getInitialState()**  
  It is used to specify the default value of this.state. It is invoked before the creation of the component.

## **2. Mounting Phase**

In this phase, the instance of a component is created and inserted into the DOM. It consists of the following methods.

* **componentWillMount()**  
  This is invoked immediately before a component gets rendered into the DOM. In the case, when you call **setState()** inside this method, the component will not **re-render**.
* **componentDidMount()**  
  This is invoked immediately after a component gets rendered and placed on the DOM. Now, you can do any DOM querying operations.
* **render()**  
  This method is defined in each and every component. It is responsible for returning a single root **HTML node** element. If you don't want to render anything, you can return a **null** or **false** value.

## **3. Updating Phase**

It is the next phase of the lifecycle of a react component. Here, we get new **Props** and change **State**. This phase also allows to handle user interaction and provide communication with the components hierarchy. The main aim of this phase is to ensure that the component is displaying the latest version of itself. Unlike the Birth or Death phase, this phase repeats again and again. This phase consists of the following methods.

* **componentWillRecieveProps()**  
  It is invoked when a component receives new props. If you want to update the state in response to prop changes, you should compare this.props and nextProps to perform state transition by using **this.setState()** method.
* **shouldComponentUpdate()**  
  It is invoked when a component decides any changes/updation to the DOM. It allows you to control the component's behavior of updating itself. If this method returns true, the component will update. Otherwise, the component will skip the updating.
* **componentWillUpdate()**  
  It is invoked just before the component updating occurs. Here, you can't change the component state by invoking **this.setState()** method. It will not be called, if **shouldComponentUpdate()** returns false.
* **render()**  
  It is invoked to examine **this.props** and **this.state** and return one of the following types: React elements, Arrays and fragments, Booleans or null, String and Number. If shouldComponentUpdate() returns false, the code inside render() will be invoked again to ensure that the component displays itself properly.
* **componentDidUpdate()**  
  It is invoked immediately after the component updating occurs. In this method, you can put any code inside this which you want to execute once the updating occurs. This method is not invoked for the initial render.

## **4. Unmounting Phase**

It is the final phase of the react component lifecycle. It is called when a component instance is **destroyed** and **unmounted** from the DOM. This phase contains only one method and is given below.

* **componentWillUnmount()**  
  This method is invoked immediately before a component is destroyed and unmounted permanently. It performs any necessary **cleanup** related task such as invalidating timers, event listener, canceling network requests, or cleaning up DOM elements. If a component instance is unmounted, you cannot mount it again.

### **Example**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

   constructor(props) {

**super**(props);

**this**.state = {hello: "iHub"};

**this**.changeState = **this**.changeState.bind(**this**)

   }

   render() {

**return** (

         <div>

             <h1>ReactJS component's Lifecycle</h1>

             <h3>Hello {**this**.state.hello}</h3>

             <button onClick = {**this**.changeState}>Click Here!</button>

         </div>

      );

   }

   componentWillMount() {

      console.log('Component Will MOUNT!')

   }

   componentDidMount() {

      console.log('Component Did MOUNT!')

   }

   changeState(){

**this**.setState({hello:"All!!- Its a great reactjs tutorial."});

   }

   componentWillReceiveProps(newProps) {

      console.log('Component Will Recieve Props!')

   }

   shouldComponentUpdate(newProps, newState) {

**return** **true**;

   }

   componentWillUpdate(nextProps, nextState) {

      console.log('Component Will UPDATE!');

   }

   componentDidUpdate(prevProps, prevState) {

      console.log('Component Did UPDATE!')

   }

   componentWillUnmount() {

      console.log('Component Will UNMOUNT!')

   }

}

export **default** App;

# React Forms

Forms are an integral part of any modern web application. It allows the users to interact with the application as well as gather information from the users. Forms can perform many tasks that depend on the nature of your business requirements and logic such as authentication of the user, adding user, searching, filtering, booking, ordering, etc. A form can contain text fields, buttons, checkbox, radio button, etc.

## **Creating Form**

React offers a stateful, reactive approach to build a form. The component rather than the DOM usually handles the React form. In React, the form is usually implemented by using controlled components.

There are mainly two types of form input in React.

1. Uncontrolled component
2. Controlled component

### **Uncontrolled component**

The uncontrolled input is similar to the traditional HTML form inputs. The DOM itself handles the form data. Here, the HTML elements maintain their own state that will be updated when the input value changes. To write an uncontrolled component, you need to use a ref to get form values from the DOM. In other words, there is no need to write an event handler for every state update. You can use a ref to access the input field value of the form from the DOM.

**Example:** In this example, the code accepts a field **username** and **company name** in an uncontrolled component.

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

  constructor(props) {

**super**(props);

**this**.updateSubmit = **this**.updateSubmit.bind(**this**);

**this**.input = React.createRef();

  }

  updateSubmit(event) {

      alert('You have entered the UserName and CompanyName successfully.');

      event.preventDefault();

  }

  render() {

**return** (

      <form onSubmit={**this**.updateSubmit}>

        <h1>Uncontrolled Form Example</h1>

        <label>Name:

            <input type="text" ref={**this**.input} />

        </label>

        <label>

            CompanyName:

            <input type="text" ref={**this**.input} />

        </label>

        <input type="submit" value="Submit" />

      </form>

    );

  }

}

export **default** App;

### **Controlled Component**

In HTML, form elements typically maintain their own state and update it according to the user input. In the controlled component, the input form element is handled by the component rather than the DOM. Here, the mutable state is kept in the state property and will be updated only with **setState()** method.

Controlled components have functions that govern the data passing into them on every **onChange event**, rather than grabbing the data only once, e.g., when you click a **submit button**. This data is then saved to state and updated with setState() method. This makes component have better control over the form elements and data.

A controlled component takes its current value through **props** and notifies the changes through **callbacks** like an onChange event. A parent component "controls" this changes by handling the callback and managing its own state and then passing the new values as props to the controlled component. It is also called as a "dumb component."

**Example**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

  constructor(props) {

**super**(props);

**this**.state = {value: ''};

**this**.handleChange = **this**.handleChange.bind(**this**);

**this**.handleSubmit = **this**.handleSubmit.bind(**this**);

  }

  handleChange(event) {

**this**.setState({value: event.target.value});

  }

  handleSubmit(event) {

      alert('You have submitted the input successfully: ' + **this**.state.value);

      event.preventDefault();

  }

  render() {

**return** (

          <form onSubmit={**this**.handleSubmit}>

            <h1>Controlled Form Example</h1>

            <label>

                Name:

                <input type="text" value={**this**.state.value} onChange={**this**.handleChange} />

            </label>

            <input type="submit" value="Submit" />

         </form>

      );

  }

}

export **default** App;

## **Handling Multiple Inputs in Controlled Component**

If you want to handle multiple controlled input elements, add a **name** attribute to each element, and then the handler function decided what to do based on the value of **event.target.name**.

### **Example**

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

    constructor(props) {

**super**(props);

**this**.state = {

            personGoing: **true**,

            numberOfPersons: 5

        };

**this**.handleInputChange = **this**.handleInputChange.bind(**this**);

   }

   handleInputChange(event) {

**const** target = event.target;

**const** value = target.type === 'checkbox' ? target.checked : target.value;

**const** name = target.name;

**this**.setState({

           [name]: value

       });

  }

  render() {

**return** (

          <form>

              <h1>Multiple Input Controlled Form Example</h1>

              <label>

                  Is Person going:

                  <input

                    name="personGoing"

                    type="checkbox"

                    checked={**this**.state.personGoing}

                    onChange={**this**.handleInputChange} />

             </label>

             <br />

             <label>

                 Number of persons:

                 <input

                 name="numberOfPersons"

                 type="number"

                 value={**this**.state.numberOfPersons}

                 onChange={**this**.handleInputChange} />

             </label>

         </form>

     );

  }

}

export **default** App;

# React Controlled Vs. Uncontrolled Component

## **Controlled Component**

A controlled component is bound to a value, and its changes will be handled in code by using **event-based callbacks**. Here, the input form element is handled by the react itself rather than the DOM. In this, the mutable state is kept in the state property and will be updated only with setState() method.

Controlled components have functions that govern the data passing into them on every **onChange** event occurs. This data is then saved to state and updated with setState() method. It makes component have better control over the form elements and data.

## **Uncontrolled Component**

It is similar to the traditional HTML form inputs. Here, the form data is handled by the DOM itself. It maintains their own state and will be updated when the input value changes. To write an uncontrolled component, there is no need to write an event handler for every state update, and you can use a ref to access the value of the form from the DOM.

## **Difference table between controlled and uncontrolled component:**

|  |  |  |
| --- | --- | --- |
| **SN** | **Controlled** | **Uncontrolled** |
| **1.** | It does not maintain its internal state. | It maintains its internal states. |
| **2.** | Here, data is controlled by the parent component. | Here, data is controlled by the DOM itself. |
| **3.** | It accepts its current value as a prop. | It uses a ref for their current values. |
| **4.** | It allows validation control. | It does not allow validation control. |
| **5.** | It has better control over the form elements and data. | It has limited control over the form elements and data. |

# React Events

An event is an action that could be triggered as a result of the user action or system generated event. For example, a mouse click, loading of a web page, pressing a key, window resizes, and other interactions are called events.

React has its own event handling system which is very similar to handling events on DOM elements. The react event handling system is known as Synthetic Events. The synthetic event is a cross-browser wrapper of the browser's native event.
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Handling events with react have some syntactic differences from handling events on DOM. These are:

1. React events are named as **camelCase** instead of **lowercase**.
2. With JSX, a function is passed as the **event handler** instead of a **string**. For example:

**Event declaration in plain HTML:**

<button onclick="showMessage()">

       Hello iHub

</button>

**Event declaration in React:**

<button onClick={showMessage}>

      Hello iHub

</button>

In react, we cannot return **false** to prevent the **default** behavior. We must call **preventDefault** event explicitly to prevent the default behavior. For example:

In plain HTML, to prevent the default link behavior of opening a new page, we can write:

<a href="#" onclick="console.log('You had clicked a Link.'); return false">

    Click\_Me

</a>

In React, we can write it as:

function ActionLink() {

    function handleClick(e) {

        e.preventDefault();

        console.log('You had clicked a Link.');

    }

**return** (

        <a href="#" onClick={handleClick}>

              Click\_Me

        </a>

    );

}

In the above example, e is a **Synthetic Event** which defines according to the **W3C** spec.

Now let us see how to use Event in React.

### **Example**

In the below example, we have used only one component and adding an onChange event. This event will trigger the **changeText** function, which returns the company name.

**import** React, { Component } from 'react';

**class** App **extends** React.Component {

    constructor(props) {

**super**(props);

**this**.state = {

            companyName: ''

        };

    }

    changeText(event) {

**this**.setState({

            companyName: event.target.value

        });

    }

    render() {

**return** (

            <div>

                <h2>Simple Event Example</h2>

                <label htmlFor="name">Enter company name: </label>

                <input type="text" id="companyName" onChange={**this**.changeText.bind(**this**)}/>

                <h4>You entered: { **this**.state.companyName }</h4>

            </div>

        );

    }

}

export **default** App;

# React Conditional Rendering

In React, we can create multiple components which encapsulate behavior that we need. After that, we can render them depending on some conditions or the state of our application. In other words, based on one or several conditions, a component decides which elements it will return. In React, conditional rendering works the same way as the conditions work in JavaScript. We use JavaScript operators to create elements representing the current state, and then React Component update the UI to match them.

From the given scenario, we can understand how conditional rendering works. Consider an example of handling a **login/logout** button. The login and logout buttons will be separate components. If a user logged in, render the **logout component** to display the logout button. If a user not logged in, render the **login component** to display the login button. In React, this situation is called as **conditional rendering**.

There is more than one way to do conditional rendering in React. They are given below.

* if
* ternary operator
* logical && operator
* switch case operator
* Conditional Rendering with enums

## **if**

It is the easiest way to have a conditional rendering in React in the render method. It is restricted to the total block of the component. IF the condition is **true**, it will return the element to be rendered. It can be understood in the below example.

**Note**: Before executing the below example in App.js, comment the react DOM code in index.js or execute the code directly in index.js. Please make sure you are matching the <div id = “<element>”> in public -> index.html with the same <element> name in the ReactDOM.render(). It’s always preferable to use id =’root’ to give a meaningful context and avoid confusion.

### **Example**

import React from 'react';

import ReactDOM from 'react-dom';

function MissedGoal() {

  return <h1>MISSED!</h1>;

}

function MadeGoal() {

  return <h1>GOAL!</h1>;

}

function Goal(props) {

  const isGoal = props.isGoal;

  if (isGoal) {

    return <MadeGoal/>;

  }

  return <MissedGoal/>;

}

ReactDOM.render(

  <Goal isGoal={false} />,

  document.getElementById('root')

);

## **Logical && operator**

This operator is used for checking the condition. If the condition is **true**, it will return the element **right** after **&&**, and if it is **false**, React will **ignore** and skip it.

### **Syntax**

{

    condition &&

    // whatever written after && will be a part of output.

}

We can understand the behavior of this concept from the below example.

If you run the below code, you will not see the **alert** message because the condition is not matching.

('iHub' == 'iHub') && alert('This alert will never be shown!')

If you run the below code, you will see the **alert** message because the condition is matching.

import React from 'react';

import ReactDOM from 'react-dom';

function Garage(props) {

  const cars = props.cars;

  return (

    <>

      <h1>Garage</h1>

      {cars.length > 0 &&

        <h2>

          You have {cars.length} cars in your garage.

        </h2>

      }

    </>

  );

}

const cars = ['Ford', 'BMW', 'Audi', 'Chevrolet'];

ReactDOM.render(

  <Garage cars={cars} />,

  document.getElementById('root')

);

You can see in the above output that as the condition **(**cars.length > 0**)** evaluates to true, the alert message is successfully rendered on the screen.

## **Ternary operator**

The ternary operator is used in cases where two blocks alternate given a certain condition. This operator makes your if-else statement more concise. It takes **three** operands and used as a shortcut for the if statement.

### **Syntax**

condition ?  **true** : **false**

If the condition is **true**, **statement1** will be rendered. Otherwise, **false** will be rendered.

### **Example**

import React from 'react';

import ReactDOM from 'react-dom';

function MissedGoal() {

  return <h1>MISSED!</h1>;

}

function MadeGoal() {

  return <h1>GOAL!</h1>;

}

function Goal(props) {

  const isGoal = props.isGoal;

  return (

    <>

      { isGoal ? <MadeGoal/> : <MissedGoal/> }

    </>

  );

}

ReactDOM.render(

  <Goal isGoal={true} />,

  document.getElementById('root')

);

## **Switch case operator**

Sometimes it is possible to have multiple conditional renderings. In the switch case, conditional rendering is applied based on a different state.

### **Example**

import React from 'react';

function App() {

  const userType = 'Admin';

  return (

    <div className="container">

        <h1>React Switch Case Condition Example - www.ihubTalent.com</h1>

        {(() => {

           switch (userType) {

              case 'Admin':

                  return (

                    <div>You are a Admin.</div>

                  )

              case 'Manager':

                  return (

                    <div>You are a Manager.</div>

                  )

              default:

                  return (

                    <div>You are a User.</div>

                  )

           }

        })()}

    </div>

  );

}

export default App;

## **Conditional Rendering with enums**

An **enum** is a great way to have a multiple conditional rendering. It is more **readable** as compared to switch case operator. It is perfect for **mapping** between different **state**. It is also perfect for mapping in more than one condition. It can be understood in the below example.

### In this file, we will add some basic React code to render on the webpage. The user needs to add the following code to the ‘first.js’ file

**Filename: first.js**

import React, { Component } from 'react';

// Some basic code to render first component

class First extends Component {

  render() {

    return (

      <div>

        <h1 style={{color: "green"}}>iHub</h1>

        <h2>This is a first component</h2>

      </div>

    );

  }

}

export default First;

**Filename: second.js**

import React, { Component } from 'react';

// some basic code to render second component

class Second extends Component {

  render() {

    return (

      <div>

        <h1 style={{color: "green"}}>Quality Thoughts</h1>

        <h2>This is a second component.</h2>

      </div>

    );

  }

}

export default Second;

### **Step 1:**In javascript, we can create an object with key-value pairs and use it as an enum. Below, you can see the demo of a javascript object with key-value pair.

**Syntax:**

const Enumobj = {

key: value,

};

**Example:**

const Enumobj = {

first: <First />,

second: <Second />

};

**Step 2:**Now, we will make a javascript function that takes a state as a parameter and return a React component based on the state.

**Syntax:**

function Enum({state}){

return {object[state]};

}

**Example:**

function Enum({ state }) {

return <div>{Enumobj[state]}</div>;

}

**Step 3:**Let’s embed the ‘*Enum*‘ function in our ‘*App*‘ component. While calling the ‘*Enum*‘ function, we will add state value as props.

**Syntax:**

return (

<div>

<Enum state="Value"></Enum>

</div>

);

**Example:**

return (

<div>

<Enum state="first"></Enum>

<Enum state="second"></Enum>

</div>

);

### **Example – App.js**

In the App.js file, we will create an enum object first. After that, we will add an ‘*enum’* function to render components according to state value. At last, we will edit the ‘*App*‘ component and call the ‘*enum*‘ function inside the component to render it conditionally. The user needs to add the below code to the ‘*App.js*‘ file.

import React, { Component } from 'react';

import Second from './second'

import First from './first'

// Creating enum object

const Enumobj = {

  first: <First />,

  second: <Second />

};

// Creating enum function to return

// Particular component according to state value

function Enum({ state }) {

  return <div>{Enumobj[state]}</div>;

}

// Call enum function inside the App component

class App extends Component {

  render() {

    return (

      <div>

        <Enum state="first"></Enum>

        <Enum state="second"></Enum>

      </div>

    );

  }

}

export default App;

## **Conditional Rendering Example**

In the below example, we have created a **stateful** component called **App** which maintains the login control. Here, we create three components representing Logout, Login, and Message component. The stateful component App will render either or depending on its current **state**.

**import** React, { Component } from 'react';

// Message Component

function Message(props)

{

**if** (props.isLoggedIn)

**return** <h1>Welcome Back!!!</h1>;

**else**

**return** <h1>Please Login First!!!</h1>;

}

// Login Component

function Login(props)

{

**return**(

           <button onClick = {props.clickInfo}> Login </button>

       );

}

// Logout Component

function Logout(props)

{

**return**(

           <button onClick = {props.clickInfo}> Logout </button>

       );

}

**class** App **extends** Component{

   constructor(props)

    {

**super**(props);

**this**.handleLogin = **this**.handleLogin.bind(**this**);

**this**.handleLogout = **this**.handleLogout.bind(**this**);

**this**.state = {isLoggedIn : **false**};

    }

   handleLogin()

    {

**this**.setState({isLoggedIn : **true**});

    }

    handleLogout()

    {

**this**.setState({isLoggedIn : **false**});

    }

    render(){

**return**(

            <div>

        <h1> Conditional Rendering Example </h1>

                <Message isLoggedIn = {**this**.state.isLoggedIn}/>

                {

                    (**this**.state.isLoggedIn)?(

                    <Logout clickInfo = {**this**.handleLogout} />

                    ) : (

                    <Login clickInfo = {**this**.handleLogin} />

                    )

                }

            </div>

            );

    }

}

export **default** App;

## **Preventing Component form Rendering**

Sometimes it might happen that a component hides itself even though another component rendered it. To do this (prevent a component from rendering), we will have to return **null** instead of its render output. It can be understood in the below example:

### **Example:** In this example, the is rendered based on the value of the prop called **displayMessage**. If the prop value is false, then the component does not render.

**Note**: Comment the ReactDOM.render() in index.js before you write the below code in App.js

**import** React from 'react';

**import** ReactDOM from 'react-dom';

function Show(props)

{

**if**(!props.displayMessage)

**return** **null**;

**else**

**return** <h3>Component is rendered</h3>;

}

ReactDOM.render(

    <div>

        <h1>Message</h1>

        <Show displayMessage = {**true**} />

    </div>,

    document.getElementById('root')

);

# React Lists

Lists are used to display data in an ordered format and mainly used to display menus on websites. In React, Lists can be created in a similar way as we create lists in JavaScript. Let us see how we transform Lists in regular JavaScript.

The map() function is used for traversing the lists. In the below example, the map() function takes an array of numbers and multiply their values with 5. We assign the new array returned by map() to the variable multiplyNums and log it.

### **Example**

var numbers = [1, 2, 3, 4, 5];

**const** multiplyNums = numbers.map((number)=>{

**return** (number \* 5);

});

console.log(multiplyNums);

**Output**

The above JavaScript code will log the output on the console. The output of the code is given below.

[5, 10, 15, 20, 25]

Now, let us see how we create a list in React. To do this, we will use the map() function for traversing the list element, and for updates, we enclosed them between **curly braces {}**. Finally, we assign the array elements to listItems. Now, include this new list inside **<ul> </ul>** elements and render it to the DOM.

### **Example**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

**const** myList = ['Peter', 'Sachin', 'Kevin', 'Dhoni', 'Alisa'];

**const** listItems = myList.map((myList)=>{

**return** <li>{myList}</li>;

});

ReactDOM.render(

    <ul> {listItems} </ul>,

    document.getElementById('root')

);

## **Rendering Lists inside components**

In the previous example, we had directly rendered the list to the DOM. But it is not a good practice to render lists in React. In React, we had already seen that everything is built as individual components. Hence, we would need to render lists inside a component. We can understand it in the following code.

### **Example**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

function NameList(props) {

**const** myLists = props.myLists;

**const** listItems = myLists.map((myList) =>

    <li>{myList}</li>

  );

**return** (

    <div>

        <h2>Rendering Lists inside component</h2>

              <ul>{listItems}</ul>

    </div>

  );

}

**const** myLists = ['Peter', 'Sachin', 'Kevin', 'Dhoni', 'Alisa'];

ReactDOM.render(

  <NameList myLists={myLists} />,

  document.getElementById('root')

);

# React Keys

A key is a unique identifier. In React, it is used to identify which items have changed, updated, or deleted from the Lists. It is useful when we dynamically created components or when the users alter the lists. It also helps to determine which components in a collection needs to be re-rendered instead of re-rendering the entire set of components every time.

Keys should be given inside the array to give the elements a stable identity. The best way to pick a key as a string that uniquely identifies the items in the list. It can be understood with the below example.

### **Example**

**const** stringLists = [ 'Peter', 'Sachin', 'Kevin', 'Dhoni', 'Alisa' ];

**const** updatedLists = stringLists.map((strList)=>{

    <li key={strList.id}> {strList} </li>;

});

If there are no stable IDs for rendered items, you can assign the item **index** as a key to the lists. It can be shown in the below example.

### **Example**

**const** stringLists = [ 'Peter', 'Sachin', 'Kevin', 'Dhoni', 'Alisa' ];

**const** updatedLists = stringLists.map((strList, index)=>{

    <li key={index}> {strList} </li>;

});

#### **Note:** It is not recommended to use indexes for keys if the order of the item may change in future. It creates confusion for the developer and may cause issues with the component state.

## **Using Keys with component**

Consider you have created a separate component for **ListItem** and extracting ListItem from that component. In this case, you should have to assign keys on the **<ListItem />** elements in the array, not to the **<li>** elements in the ListItem itself. To avoid mistakes, you have to keep in mind that keys only make sense in the context of the surrounding array. So, anything you are returning from map() function is recommended to be assigned a key.

### **Example: Incorrect Key usage**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

function ListItem(props) {

**const** item = props.item;

**return** (

    // Wrong! No need to specify the key here.

    <li key={item.toString()}>

      {item}

    </li>

  );

}

function NameList(props) {

**const** myLists = props.myLists;

**const** listItems = myLists.map((strLists) =>

    // The key should have been specified here.

    <ListItem item={strLists} />

  );

**return** (

    <div>

        <h2>Incorrect Key Usage Example</h2>

              <ol>{listItems}</ol>

    </div>

  );

}

**const** myLists = ['Peter', 'Sachin', 'Kevin', 'Dhoni', 'Alisa'];

ReactDOM.render(

  <NameList myLists={myLists}/>,

  document.getElementById('root')

);

In the given example, the list is rendered successfully. But it is not a good practice that we had not assigned a key to the map() iterator.

### **Example: Correct Key usage**

To correct the above example, we should have to assign key to the map() iterator.

**import** React from 'react';

**import** ReactDOM from 'react-dom';

function ListItem(props) {

**const** item = props.item;

**return** (

    // No need to specify the key here.

    <li> {item} </li>

  );

}

function NameList(props) {

**const** myLists = props.myLists;

**const** listItems = myLists.map((strLists) =>

    // The key should have been specified here.

    <ListItem key={myLists.toString()} item={strLists} />

  );

**return** (

    <div>

        <h2>Correct Key Usage Example</h2>

            <ol>{listItems}</ol>

    </div>

  );

}

**const** myLists = ['Peter', 'Sachin', 'Kevin', 'Dhoni', 'Alisa'];

ReactDOM.render(

  <NameList myLists={myLists}/>,

  document.getElementById('root')

);

## **Uniqueness of Keys among Siblings**

We had discussed that keys assignment in arrays must be unique among their **siblings**. However, it doesn't mean that the keys should be **globally** unique. We can use the same set of keys in producing two different arrays. It can be understood in the below example.

### **Example**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

function MenuBlog(props) {

**const** titlebar = (

    <ol>

      {props.data.map((show) =>

        <li key={show.id}>

          {show.title}

        </li>

      )}

    </ol>

  );

**const** content = props.data.map((show) =>

    <div key={show.id}>

      <h3>{show.title}: {show.content}</h3>

    </div>

  );

**return** (

    <div>

      {titlebar}

      <hr />

      {content}

    </div>

  );

}

**const** data = [

  {id: 1, title: 'First', content: 'Welcome to iHub!!'},

  {id: 2, title: 'Second', content: 'It is the best ReactJS Tutorial!!'},

  {id: 3, title: 'Third', content: 'Here, you can learn all the ReactJS topics!!'}

];

ReactDOM.render(

  <MenuBlog data={data} />,

  document.getElementById('root')

);

# React Refs

Refs is the shorthand used for **references** in React. It is similar to **keys** in React. It is an attribute which makes it possible to store a reference to particular DOM nodes or React elements. It provides a way to access React DOM nodes or React elements and how to interact with it. It is used when we want to change the value of a child component, without making the use of props.

## **When to Use Refs**

Refs can be used in the following cases:

* When we need DOM measurements such as managing focus, text selection, or media playback.
* It is used in triggering imperative animations.
* When integrating with third-party DOM libraries.
* It can also use as in callbacks.

## **When to not use Refs**

* Its use should be avoided for anything that can be done **declaratively**. For example, instead of using **open()** and **close()** methods on a Dialog component, you need to pass an **isOpen** prop to it.
* You should have to avoid overuse of the Refs.

## **How to create Refs**

In React, Refs can be created by using **React.createRef()**. It can be assigned to React elements via the **ref** attribute. It is commonly assigned to an instance property when a component is created, and then can be referenced throughout the component.

**class** MyComponent **extends** React.Component {

  constructor(props) {

**super**(props);

**this**.callRef = React.createRef();

  }

  render() {

**return** <div ref={**this**.callRef} />;

  }

}

## **How to access Refs**

In React, when a ref is passed to an element inside render method, a reference to the node can be accessed via the current attribute of the ref.

**const** node = **this**.callRef.current;

## **Refs current Properties**

The ref value differs depending on the type of the node:

* When the ref attribute is used in HTML element, the ref created with **React.createRef()** receives the underlying DOM element as its **current** property.
* If the ref attribute is used on a custom class component, then ref object receives the **mounted** instance of the component as its current property.
* The ref attribute cannot be used on **function components** because they don't have instances.

## **Add Ref to DOM elements**

In the below example, we are adding a ref to store the reference to a DOM node or element.

**import** React, { Component } from 'react';

**import** { render } from 'react-dom';

**class** App **extends** React.Component {

  constructor(props) {

**super**(props);

**this**.callRef = React.createRef();

**this**.addingRefInput = **this**.addingRefInput.bind(**this**);

  }

  addingRefInput() {

**this**.callRef.current.focus();

  }

  render() {

**return** (

      <div>

        <h2>Adding Ref to DOM element</h2>

        <input

          type="text"

          ref={**this**.callRef} />

        <input

          type="button"

          value="Add text input"

          onClick={**this**.addingRefInput}

        />

      </div>

    );

  }

}

export **default** App;

## **Add Ref to Class components**

In the below example, we are adding a ref to store the reference to a class component.

### **Example**

**import** React, { Component } from 'react';

**import** { render } from 'react-dom';

function CustomInput(props) {

  let callRefInput = React.createRef();

  function handleClick() {

    callRefInput.current.focus();

  }

**return** (

    <div>

      <h2>Adding Ref to Class Component</h2>

      <input

        type="text"

        ref={callRefInput} />

      <input

        type="button"

        value="Focus input"

        onClick={handleClick}

      />

    </div>

  );

}

**class** App **extends** React.Component {

  constructor(props) {

**super**(props);

**this**.callRefInput = React.createRef();

  }

  focusRefInput() {

**this**.callRefInput.current.focus();

  }

  render() {

**return** (

      <CustomInput ref={**this**.callRefInput} />

    );

  }

}

export **default** App;

## **Callback refs**

In react, there is another way to use refs that is called "**callback refs**" and it gives more control when the refs are **set** and **unset**. Instead of creating refs by createRef() method, React allows a way to create refs by passing a callback function to the ref attribute of a component. It looks like the below code.

<input type="text" ref={element => **this**.callRefInput = element} />

The callback function is used to store a reference to the DOM node in an instance property and can be accessed elsewhere. It can be accessed as below:

**this**.callRefInput.value

The example below helps to understand the working of callback refs.

**import** React, { Component } from 'react';

**import** { render } from 'react-dom';

**class** App **extends** React.Component {

    constructor(props) {

**super**(props);

**this**.callRefInput = **null**;

**this**.setInputRef = element => {

**this**.callRefInput = element;

    };

**this**.focusRefInput = () => {

      //Focus the input using the raw DOM API

**if** (**this**.callRefInput) **this**.callRefInput.focus();

    };

  }

  componentDidMount() {

    //autofocus of the input on mount

**this**.focusRefInput();

  }

  render() {

**return** (

      <div>

    <h2>Callback Refs Example</h2>

        <input

          type="text"

          ref={**this**.setInputRef}

        />

        <input

          type="button"

          value="Focus input text"

          onClick={**this**.focusRefInput}

        />

      </div>

    );

  }

}

export **default** App;

In the above example, React will call the "ref" callback to store the reference to the input DOM element when the component **mounts**, and when the component **unmounts**, call it with **null**. Refs are always **up-to-date** before the **componentDidMount** or **componentDidUpdate** fires. The callback refs pass between components is the same as you can work with object refs, which is created with React.createRef().

## **Forwarding Ref from one component to another component:**

Ref forwarding is a technique that is used for passing a **ref** through a component to one of its child components. It can be performed by making use of the **React.forwardRef()** method. This technique is particularly useful with **higher-order components** and specially used in reusable component libraries. The most common example is given below.

### **Example**

**import** React, { Component } from 'react';

**import** { render } from 'react-dom';

**const** TextInput = React.forwardRef((props, ref) => (

  <input type="text" placeholder="Hello World" ref={ref} />

));

**const** inputRef = React.createRef();

**class** App **extends** React.Component {

  handleSubmit = e => {

    e.preventDefault();

    console.log(inputRef.current.value);

  };

  render() {

**return** (

      <div>

        <form onSubmit={e => **this**.handleSubmit(e)}>

          <TextInput ref={inputRef} />

          <button>Submit</button>

        </form>

      </div>

    );

  }

}

export **default** App;

In the above example, there is a component **TextInput** that has a child as an input field. Now, to pass or forward the **ref** down to the input, first, create a ref and then pass your ref down to **<TextInput ref={inputRef}>**. After that, React forwards the ref to the **forwardRef** function as a second argument. Next, we forward this ref argument down to **<input ref={ref}>**. Now, the value of the DOM node can be accessed at **inputRef.current**.

## **React with useRef()**

It is introduced in **React 16.7** and above version. It helps to get access the DOM node or element, and then we can interact with that DOM node or element such as focussing the input element or accessing the input element value. It returns the ref object whose **.current** property initialized to the passed argument. The returned object persist for the lifetime of the component.

### **Syntax**

**const** refContainer = useRef(initialValue);

### **Example**

In the below code, **useRef** is a function that gets assigned to a variable, **inputRef**, and then attached to an attribute called ref inside the HTML element in which you want to reference.

import { useState, useEffect, useRef } from "react";

import ReactDOM from "react-dom";

function App() {

  const [inputValue, setInputValue] = useState("");

  const count = useRef(0);

  useEffect(() => {

    count.current = count.current + 1;

  });

  return (

    <>

      <input

        type="text"

        value={inputValue}

        onChange={(e) => setInputValue(e.target.value)}

      />

      <h1>Render Count: {count.current}</h1>

    </>

  );

}

ReactDOM.render(<App />, document.getElementById("root"));

/\*

Try typing in the input field, and you will

see the application render conut increase.

\*/

# React Fragments

In React, whenever you want to render something on the screen, you need to use a render method inside the component. This render method can return **single** elements or **multiple** elements. The render method will only render a single root node inside it at a time. However, if you want to return multiple elements, the render method will require a '**div**' tag and put the entire content or elements inside it. This extra node to the DOM sometimes results in the wrong formatting of your HTML output and also not loved by the many developers.

### **Example**

// Rendering with div tag

**class** App **extends** React.Component {

     render() {

**return** (

         //Extraneous div element

         <div>

           <h2> Hello World! </h2>

           <p> Welcome to the iHub. </p>

         </div>

      );

     }

}

To solve this problem, React introduced **Fragments** from the **16.2** and above version. Fragments allow you to group a list of children without adding extra nodes to the DOM.

### **Syntax**

<React.Fragment>

      <h2> child1 </h2>

     <p> child2 </p>

</React.Fragment>

### **Example**

import React from 'react';

// Rendering with fragments tag

**class** App **extends** React.Component {

    render() {

**return** (

       <React.Fragment>

            <h2> Hello World! </h2>

         <p> Welcome to the iHub. </p>

       </React.Fragment>

     );

    }

}

export default App;

## **Why we use Fragments?**

The main reason to use Fragments tag is:

1. It makes the execution of code faster as compared to the div tag.
2. It takes less memory.

## **Fragments Short Syntax**

There is also another shorthand exists for declaring fragments for the above method. It looks like **empty** tag in which we can use of '<>' and '' instead of the '**React.Fragment**'.

### **Example**

//Rendering with short syntax

**class** App **extends** React.Component {

  render() {

**return** (

      <>

        <h2> Hello World! </h2>

        <p> Welcome to the iHub </p>

      </>

    );

  }

}

## **Keyed Fragments**

The shorthand syntax does not accept key attributes. You need a key for mapping a collection to an array of fragments such as to create a description list. If you need to provide keys, you have to declare the fragments with the explicit <**React.Fragment**> syntax. **Note: Key is the only attributes that can be passed with the Fragments.**

### **Example**

import React from 'react';

class App extends React.Component{

  constructor(){

    super();

    this.state = {

      data:

      [

        {

            "id":101

        },

        {

            "name":"Saharsh"

        },

        {

            "description":"Training Institute"

        }

      ]

    }

  }

  render(){

    return (

      <ul>

          {this.state.data.map(item => (

            // Without the `key`, React will fire a key warning

            <React.Fragment key={item.id}>

              <h2>{item.name}</h2>

              <p>{item.description}</p>

            </React.Fragment>

          ))}

      </ul>

  );

  }

}

export default App;

# React Router

Routing is a process in which a user is directed to different pages based on their action or request. ReactJS Router is mainly used for developing Single Page Web Applications. React Router is used to define multiple routes in the application. When a user types a specific URL into the browser, and if this URL path matches any 'route' inside the router file, the user will be redirected to that particular route.

React Router is a standard library system built on top of the React and used to create routing in the React application using React Router Package. It provides the synchronous URL on the browser with data that will be displayed on the web page. It maintains the standard structure and behavior of the application and mainly used for developing single page web applications.

## **Need of React Router**

React Router plays an important role to display multiple views in a single page application. Without React Router, it is not possible to display multiple views in React applications. Most of the social media websites like Facebook, Instagram uses React Router for rendering multiple views.

## **React Router Installation**

React contains three different packages for routing. These are:

1. **react-router:** It provides the core routing components and functions for the React Router applications.
2. **react-router-native:** It is used for mobile applications.
3. **react-router-dom:** It is used for web applications design.

It is not possible to install react-router directly in your application. To use react routing, first, you need to install react-router-dom modules in your application. The below command is used to install react router dom.

$ npm install react-router-dom --save

## **Components in React Router**

There are two types of router components:

* **<BrowserRouter>:** It is used for handling the dynamic URL.
* **<HashRouter>:** It is used for handling the static request.

### **Example**

**Step-1:** In our project, we will create two more components along with **App.js**, which is already present.

**About.js**

**import** React from 'react'

**class** About **extends** React.Component {

  render() {

**return** <h1>About</h1>

  }

}

export **default** About

**Contact.js**

**import** React from 'react'

**class** Contact **extends** React.Component {

  render() {

**return** <h1>Contact</h1>

  }

}

export **default** Contact

**App.js**

**import** React from 'react'

**class** App **extends** React.Component {

  render() {

**return** (

      <div>

        <h1>Home</h1>

      </div>

    )

  }

}

export **default** App

**Step-2:** For Routing, open the index.js file and import all the three component files in it. Here, you need to import line: **import { Route, Link, BrowserRouter as Router } from 'react-router-dom'** which helps us to implement the Routing. Now, our index.js file looks like below.

## **What is Route?**

It is used to define and render component based on the specified path. It will accept components and render to define what should be rendered.

**Index.js**

import React from 'react';

import ReactDOM from 'react-dom';

import { Route, Routes, BrowserRouter} from 'react-router-dom'

import './index.css';

import App from './App';

import About from './About'

import Contact from './Contact'

const routing = (

  <BrowserRouter>

    <Routes>

      <Route path="/" element={<App/>} />

      <Route path="/about" element={<About/>} />

      <Route path="/contact" element={<Contact/>} />

    </Routes>

  </BrowserRouter>

)

ReactDOM.render(routing, document.getElementById('root'));

**Step-3:** Open **command prompt**, go to your project location, and then type **npm start**. You will get the following screen.

Now, if you enter **manually** in the browser: **localhost:3000/about**, you will see **About** component is rendered on the screen.

**Step-4:** In the above screen, you can see that **Home** component is still rendered. It is because the home path is '**/**' and about path is '**/about**', so you can observe that **slash** is common in both paths which render both components. To stop this behavior, you need to use the **exact** prop. It can be seen in the below example.

**Index.js**

      <Route exactpath="/" element={<App/>} />

**Adding Navigation using Link component**

Sometimes, we want to need **multiple** links on a single page. When we click on any of that particular **Link**, it should load that page which is associated with that path without **reloading** the web page. To do this, we need to import **<Link>** component in the **Layout.js** file. This is also called as React-redirect.

### **What is < Link> component?**

This component is used to create links which allow to **navigate** on different **URLs** and render its content without reloading the webpage. Try the below example.

Create a file named **Layout.js:**

import { Outlet, Link } from "react-router-dom";

const Layout = () => {

  return (

    <>

      <nav>

        <ul>

          <li>

            <Link to="/">Home</Link>

          </li>

          <li>

            <Link to="/about">About</Link>

          </li>

          <li>

            <Link to="/contact">Contact</Link>

          </li>

        </ul>

      </nav>

      <Outlet />

    </>

  )

};

export default Layout;

**Index.js**

import React from 'react';

import ReactDOM from 'react-dom';

import { Route, Routes, BrowserRouter, Link } from 'react-router-dom'

import './index.css';

import App from './App';

import About from './About'

import Contact from './Contact'

import Layout from './Layout';

const routing = (

  <BrowserRouter>

    <Routes>

      {/\* <Route path="/" element={<App />} /> \*/}

      <Route path="/" element={<Layout />} />

      <Route path="/about" element={<About />} />

      <Route path="/contact" element={<Contact />} />

    </Routes>

  </BrowserRouter>

)

ReactDOM.render(routing, document.getElementById('root'));

After adding Link, you can see that the routes are rendered on the screen. Now, if you click on the **About**, you will see URL is changing and About component is rendered

## **React Router <Redirect>**

A <Redirect> component is used to redirect to another route in our application to maintain the old URLs. It can be placed anywhere in the route hierarchy.

### **Nested Routing in React**

Nested routing allows you to render **sub-routes** in your application. It can be understood in the below example.

**index.js**

import React from 'react';

import ReactDOM from 'react-dom';

import App from './Example';

ReactDOM.render(

  <App />,

  document.getElementById('root')

);

**Layout.js**

import {Link, NavLink, Switch } from "react-router-dom";

const Layout = () => {

  return (

    <>

      <nav>

        <ul>

          <li>

            <NavLink  to="/" exact="true">Home</NavLink>

          </li>

          <li>

            <NavLink  to="/about">About</NavLink>

          </li>

          <li>

            <NavLink  to="/contact">Contact</NavLink>

          </li>

          <li>

            <NavLink  to="/users">Profile</NavLink>

          </li>

        </ul>

      </nav>

    </>

  )

};

export default Layout;

**Example.js**

// This is a React Router v6 app

import {

    BrowserRouter,

    Routes,

    Route,

    Link,

  } from "react-router-dom";

import Layout from "./Layout";

import About from "./About";

import Contact from "./Contact"

  function App() {

    return (

      <BrowserRouter>

        <Routes>

          <Route path="/" element={<Layout />} />

          <Route path="/about" element={<About />} />

          <Route path="/contact" element={<Contact />} />

          <Route path="/users/\*" element={<Users />} />

        </Routes>

      </BrowserRouter>

    );

  }

  function Users() {

    return (

      <div>

        <nav>

          <ul>

              <li><Link to="me">My Profile</Link></li>

              <li><Link to=":id">User's Profile</Link></li>

          </ul>

        </nav>

        <Routes>

          <Route path=":id" element={<UserProfile />} />

          <Route path="me" element={<OwnUserProfile />} />

        </Routes>

      </div>

    );

  }

  function UserProfile(){

      return(<h1>This is iHub User Profile</h1>);

  }

  function OwnUserProfile(){

    return(<h1>This is my own (Aswin's) User Profile</h1>);

  }

  export default App;

## **Note**: Use Contact.js and About.js as is.

## **Benefits of React Router**

The benefits of React Router is given below:

* In this, it is not necessary to set the browser history manually.
* Link uses to navigate the internal links in the application. It is similar to the anchor tag.
* In this, every component is specified in.s

# React CSS

CSS in React is used to style the React App or Component. The **style** attribute is the most used attribute for styling in React applications, which adds dynamically-computed styles at render time. It accepts a JavaScript object in **camelCased** properties rather than a CSS string. There are many ways available to add styling to your React App or Component with CSS. Here, we are going to discuss mainly **four** ways to style React Components, which are given below:

1. Inline Styling
2. CSS Stylesheet
3. CSS Module
4. Styled Components

## **1. Inline Styling**

The inline styles are specified with a JavaScript object in camelCase version of the style name. Its value is the style?s value, which we usually take in a string.

### **Example**

**App.js**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

**class** App **extends** React.Component {

  render() {

**return** (

      <div>

      <h1 style={{color: "Green"}}>Hello iHub!</h1>

      <p>Here, you can find all CS tutorials.</p>

      </div>

    );

  }

}

export **default** App;

#### Note:**You can see in the above example, we have used two curly braces in:** <h1 style={{color: "Green"}}>Hello iHub!</h1>**. It is because, in JSX, JavaScript expressions are written inside curly braces, and JavaScript objects also use curly braces, so the above styling is written inside two sets of curly braces {{}}.**

### **camelCase Property Name**

If the properties have two names, like **background-color**, it must be written in camel case syntax.

**App.js**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

**class** App **extends** React.Component {

  render() {

**return** (

      <div>

      <h1 style={{color: "Red"}}>Hello iHub!</h1>

      <p style={{backgroundColor: "lightgreen"}}>Here, you can find all CS tutorials.</p>

      </div>

    );

  }

}

export **default** App;

### **Using JavaScript Object**

The inline styling also allows us to create an object with styling information and refer it in the style attribute.

**App.js**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

**class** App **extends** React.Component {

  render() {

**const** mystyle = {

      color: "Green",

      backgroundColor: "lightBlue",

      padding: "10px",

      fontFamily: "Arial"

    };

**return** (

      <div>

      <h1 style={mystyle}>Hello iHub</h1>

      <p>Here, you can find all CS tutorials.</p>

      </div>

    );

  }

}

export **default** App;

## **2. CSS Stylesheet**

You can write styling in a separate file for your React application, and save the file with a .css extension. Now, you can **import** this file in your application.

**App.js**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

**import** './App.css';

**class** App **extends** React.Component {

  render() {

**return** (

      <div>

      <h1>Hello iHub</h1>

      <p>Here, you can find all CS tutorials.</p>

      </div>

    );

  }

}

export **default** App;

**App.css**

body {

  background-color: #008080;

  color: yellow;

  padding: 40px;

  font-family: Arial;

  text-align: center;

}

## **CSS Module**

CSS Module is another way of adding styles to your application. It is a **CSS file** where all class names and **animation** names are scoped locally by default. It is available only for the component which imports it, means any styling you add can never be applied to other components without your permission, and you never need to worry about name conflicts. You can create CSS Module with the **.module.css** extension like a **myStyles.module.css** name.

### **Example**

**App.js**

**import** React from 'react';

**import** ReactDOM from 'react-dom';

**import** styles from './myStyles.module.css';

**class** App **extends** React.Component {

  render() {

**return** (

      <div>

      <h1 className={styles.mystyle}>Hello iHub</h1>

      <p className={styles.parastyle}>It provides great CS tutorials.</p>

      </div>

    );

  }

}

export **default** App;

**myStyles.module.css**

.mystyle {

  background-color: #cdc0b0;

  color: Red;

  padding: 10px;

  font-family: Arial;

  text-align: center;

}

.parastyle{

  color: Green;

  font-family: Arial;

  font-size: 35px;

  text-align: center;

}

**Styled Components**

Styled-components is a **library** for React. It uses enhance CSS for styling React component systems in your application, which is written with a mixture of JavaScript and CSS.

**The styled-components provides:**

* Automatic critical CSS
* No class name bugs
* Easier deletion of CSS
* Simple dynamic styling
* Painless maintenance

### **Installation**

The styled-components library takes a single command to install in your React application. which is:

$ npm install styled-components --save

Here, we create a variable by selecting a particular HTML element such as **<div>**, **<Title>**, and **<paragraph>** where we store our style attributes. Now we can use the name of our variable as a wrapper **<Div></Div>** kind of React component.

**Example 1: App.js**

import React from 'react';

import ReactDOM from 'react-dom';

import styled from "styled-components";

// Styled component named StyledButton

const StyledButton = styled.button`

  background-color: lightgreen;

  font-size: 32px;

  color: white;

`;

function App() {

  // Use it like any other component.

  return <StyledButton> Login </StyledButton>;

}

export default App;

When we move the mouse pointer over the image, its color will be changed, as shown in the below image.

**Example 2: App.js**

import React from 'react';

import ReactDOM from 'react-dom';

import styled from "styled-components";

const StyledButton = styled.button`

  min-width: 200px;

  border: none;

  font-size: 18px;

  padding: 7px 10px;

  /\* The resulting background color will be based on the bg props. \*/

  background-color: ${props => props.bg === "green" ? "green" : "blue"};

`;

function App() {

  return (

    <div>

      <StyledButton bg="green">Button A</StyledButton>

      <StyledButton bg="blue">Button B</StyledButton>

    </div>

  )

}

export default App;

import React from 'react';

import ReactDOM from 'react-dom';

import styled from "styled-components";

**Example 3: App.js**

const StyledContainer = styled.section`

  max-width: 1024px;

  padding: 0 20px;

  margin: 0 auto;

  background-color:aqua;

`;

// Inherit StyledContainer in StyledSmallConatiner

const StyledSmallContainer = styled(StyledContainer)`

  padding: 0 10px;

  background-color:green;

`;

function App() {

  return (

    <StyledSmallContainer>

      <h1>The road goes on and on</h1>

      <br/><br/>

      <StyledContainer>

        <h1>The secret is to be happy</h1>

      </StyledContainer>

    </StyledSmallContainer>

  );

}

export default App;

**Example 4: App.js**

import React from 'react';

import ReactDOM from 'react-dom';

import styled from "styled-components";

const StyledProfileCard = styled.div`

  border: 1px solid black;

  > .username {

    font-size: 20px;

    color: black;

    background-color:aqua;

    transition: 0.2s;

    + .dob {

      color: grey;

      background-color:aqua;

    }

  }

`;

function App() {

  return (

    <StyledProfileCard>

      <h1 className="username">John Doe</h1>

      <p className="dob">

        Date: <span>12th October, 2013</span>

      </p>

      <p className="gender">Male</p>

    </StyledProfileCard>

  );

}

export default App;

# React Animation

The animation is a technique in which images are manipulated to appear as moving images. It is one of the most used technique to make an interactive web application. In React, we can add animation using an explicit group of components known as the **React Transition Group**.

React Transition Group is an add-on component for managing component states and useful for defining **entering** and **exiting** transitions. It is not able to animate styles by itself. Instead, it exposes transition states, manages classes and group elements, and manipulates the DOM in useful ways. It makes the implementation of visual transitions much easier.

React Transition group has mainly **two APIs** to create transitions. These are:

1. **TransitionGroup:** It uses as a low-level API for animation.
2. **CSSTransition:** It uses as a high-level API for implementing basic CSS transitions and animations.

## **Installation**

We need to install **react-transition-group** for creating animation in React Web application. You can use the below command.

$ npm install react-transition-group --save

## **React Transition Group Components**

React Transition Group API provides **three** main components. These are:

1. Transition
2. CSSTransition
3. Transition Group

### **Transition**

It has a simple component API to describe a transition from one component state to another over time. It is mainly used to animate the **mounting** and **unmounting** of a component. It can also be used for in-place transition states as well.

We can access the Transition component into four states:

* entering
* entered
* exiting
* exited

### **CSSTransition**

The CSSTransition component uses CSS stylesheet classes to write the transition and create animations. It is inspired by the **ng-animate** library. It can also inherit all the props of the transition component. We can divide the "CSSTransition" into **three** states. These are:

* Appear
* Enter
* Exit

CSSTransition component must be applied in a pair of class names to the child components. The first class is in the form of **name-stage** and the second class is in the **name-stage-active**. For example, you provide the name fade, and when it applies to the 'enter' stage, the two classes will be **fade-enter** and **fade-enter-active**. It may also take a prop as Timeout which defines the maximum time to animate.

### **TransitionGroup**

This component is used to manage a set of transition components (Transition and CSSTransition) in a list. It is a state machine that controls the **mounting** and **unmounting** of components over time. The Transition component does not define any animation directly. Here, how 'list' item animates is based on the individual transition component. It means, the "TransitionGroup" component can have different animation within a component.

Let us see the example below, which clearly help to understand the React Animation.

**Example 1: App.js**

import './App.css';

import React, { Component } from 'react';

import { CSSTransition, ReplaceTransition, SwitchTransition, Transition, TransitionGroup, config } from 'react-transition-group';

class App extends React.Component {

    constructor(props) {

    super(props);

    this.state = {items: ['Blockchain', 'ReactJS', 'TypeScript', 'iHub']};

    this.handleAdd = this.handleAdd.bind(this);

  }

  handleAdd() {

    const newItems = this.state.items.concat([

      prompt('Enter Item Name')

    ]);

    this.setState({items: newItems});

  }

  handleRemove(i) {

    let newItems = this.state.items.slice();

    newItems.splice(i, 1);

    this.setState({items: newItems});

  }

  render() {

    const items = this.state.items.map((item, i) => (

    <FadeTransition key={i}>

      <div onClick={() => this.handleRemove(i)}>

         {item}

       </div>

    </FadeTransition>

    ));

    return (

      <div>

            <h1>Animation Example</h1>

            <button onClick={this.handleAdd}>Insert Item</button>

              <TransitionGroup>

                {items}

              </TransitionGroup>

      </div>

    );

  }

}

const FadeTransition = (props) => (

  <CSSTransition

    {...props}

    classNames="example"

    timeout={{ enter: 1000, exit: 100 }}

  />

);

export default App;

In the App.js file, import react-transition-group component, and create the CSSTransition component that uses as a wrapper of the component you want to animate. We are going to use **transitionEnterTimeout** and **transitionLeaveTimeout** for CSS Transition. The Enter and Leave animations used when we want to insert or delete elements from the list.

**Add below line in Index.html**

<link rel = "stylesheet" type = "text/css" href = "src/App.css">

**App.css**

Add style.css file in your application, and add the following CSS styles. Now, to use this CSS file, you need to add the **link** of this file in your HTML file.

.example-enter {

  opacity: 0.01;

}

.example-enter.example-enter-active {

  opacity: 1;

  transition: opacity 500ms ease-in;

}

.example-exit {

  opacity: 1;

}

.example-exit.example-exit-active {

  opacity: 0.01;

  transition: opacity 300ms ease-in;

}

In the above example, the animation durations are specified in both the **CSS** and **render** method. It tells React component when to remove the animation classes from the list and if it is leaving when to remove the element from the DOM.

**Example 2: App.js**

import './App.css';

import \* as React from "https://cdn.skypack.dev/react@17.0.1";

import \* as ReactDOM from "https://cdn.skypack.dev/react-dom@17.0.1";

const element =  (

  <div className="center-div">

    <div className="ball">

    </div>

    <p> Using CSS to animate the ball </p>

  </div>

);

ReactDOM.render(

  element,

  document.getElementById('root')

)

**Add below line in Index.html**

<link rel = "stylesheet" type = "text/css" href = "src/App.css">

**App.css**

@keyframes ball-bounce {

  0%   { transform: translateY(0); }

  50%  { transform: translateY(-200px); }

  100% { transform: translateY(0); }

}

.ball {

  height: 100px;

  width: 100px;

  border-radius: 50%;

  background-color: #EB333D;

  animation-name: ball-bounce;

  animation-duration: 2s;

  animation-iteration-count: infinite;

  animation-delay: 2s;

  animation-direction: alternate;

}

.center-div {

  min-height: 100vh;

  display: flex;

  flex-direction: column;

  align-items: center;

  justify-content: center;

}